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Abstract

Transportation simulations are an important part of today’s decision making process for transport infrastructure and management. While proposed changes are getting more and more complex, tools supporting the decision making process are struggling to keep up. Traditional, flow-based traffic assignment tools are limited in the number of different person groups that can be distinguished and do in most cases not offer fully time-dynamic results. Newer technologies like agent-based simulations overcome these problems, but usually demand high computational resources, even for simpler or mid-sized scenarios. In addition, agent-based simulations often take much longer to run than traditional assignment models, slowing down the work of transportation planners, but delivering more detailed results in exchange.

MATSim is an open-source, agent-based transportation simulation that is able to simulate large-scale scenarios within a useful amount of time. But MATSim is limited to simulate private car traffic only, trimming its capabilities to answer sophisticated questions posed to advanced models. An example of such an advanced question is given in this dissertation by the research of time-dependent road pricing schemes. The research showed that the introduction of a toll during the evening rush hours has a distinct influence on the traffic patterns during the morning rush hour. But as only car traffic was included in the model, it is not clear if the observed reaction in the model is indeed realistic. In reality, people could decide to switch to transit instead of continuing to commute with their private car; an outcome that could not be modeled with a simulation limited to private car traffic only.

To overcome this problem, this dissertation describes in detail how the existing simulation, MATSim, was extended to support additional modes of transportation. A mode choice model is integrated into the iterative structure of the simulation framework, effectively combining mode choice, departure-time choice and route choice together with the traffic assignment in the simulation. This is in strong contrast to the way mode choice is handled in the four-step model traditionally used in transportation planning. The new mode choice model is mathematically validated on the basis of a simple test network, and then applied to a large-scale scenario.

The support for additional modes of transportation is then refined, by implementing a detailed simulation of schedule-based transit into the existing car simulation. Was
Abstract

the first extension more on the level of the complete framework to support additional modes, is this extension on the level of the actual traffic simulation. The required changes and applied extensions are explained in detail, highlighting computational issues in order to increase the computational requirements only as much as needed. Illustrative examples are given, demonstrating the features of the integrated simulation, as well as a large-scale application showing the applicability of the integrated simulation in a large, urban context.
Kurzfassung


MATSim ist eine agentenbasierte Verkehrssimulation, deren Programmcode frei verfügbar ist ([open source]) und die in der Lage ist, grossräumige Szenarien innerhalb nützlicher Frist zu simulieren. Leider ist MATSim aber zur Zeit auf die Simulation von privatem Autoverkehr beschränkt, was den Nutzen der Simulationsumgebung stark beschränkt. Gerade anspruchsvollere Fragestellungen von Verkehrsmodellen lassen sich so nicht mehr ohne Weiteres beantworten. Ein Beispiel einer solchen Fragestellung sind die Auswirkungen einer zeitabhängigen Maut, wie sie in dieser Dissertation vorgestellt werden. Im Laufe der Untersuchung hat sich gezeigt, dass die Einführung einer Straßenaufzehr im abendlichen Stossverkehr klar erkennbare Auswirkungen im morgentlichen Verkehr hat. Weil aber nur Autoverkehr im Simulationsmodell enthalten ist, lässt sich nur schwer beurteilen, wie realistisch die beobachtete Reaktion ist. Es wäre gut denkbar, dass Personen entscheiden, mit dem öffentlichen Verkehr zur Arbeit zu fahren anstatt weiterhin mit dem privaten Auto zur Arbeit zu pendeln. Ein solches Ergebnis ist aber mit einer auf Autoverkehr beschränkten Simulation gar nicht möglich.

Um diese Beschränkung aufzuheben beschreibt diese Dissertation detailliert, wie das vorhandene Simulationswerkzeug, MATSim, erweitert wurde um zusätzliche Verkehrsmittel zu unterstützen. Ein Modell zur Verkehrsmittelwahl wurde in den iterati-
Kurzfassung


Traffic is everything — Without traffic, civilization could not have developed in the way we know it today. Traffic enables us to move goods, information and ourselves between different locations. But as important as traffic is, it does not mean that traffic must not be questioned. Far from it! Today’s civilization is very dependent on functioning transport systems. Without traffic, today’s civilization would not be possible.

The advent of motorized cars, electrified trains, and air planes during the twentieth century had a big influence on the behavior of people. Fast transportation of persons is no longer restricted to a (rich) minority, but also available to middle and lower income people. This gave new possibilities to the complete population, especially in urban regions with a dense network of infrastructures or services. No longer was it necessary to live close—most likely within walking distance—to the workplace. Instead, people could live at one end of a city and work at the other end, or even live outside the city boundaries and commute to the city for work. Goods could be fabricated in one city, and more easily shipped to other places in a country or even world-wide. All in all, the new and improved means of transportation opened a multitude of great possibilities and showed great growth potential for the civilization.

But the increase in travel and transportation, and thus in traffic, soon started to cast some shadows over the initial success. Infrastructure had to be expanded quickly, taking up more and more space (see Fig. 1.1). Noise, filth pollute the environment, maybe leading people to give up ancestral living places. Instead, cities spread further away from their center, leading to the so-called urban sprawl. Traffic—or its required infrastructure—actually shaped the landscape and influenced the development of cities.

In recent years, the focus has shifted: While cities were shaped by traffic before, now cities try to shape their traffic. No longer are just new highways built as a mean of combating against traffic jams. No longer is the personal claim to empty roads self-evident. Instead, a plenitude of regulations try to guide future demand for transportation capacity into manageable and sustainable ways. Urban sprawl, for example, is tried to
be reduced by encouraging the building of multistory, multifamily houses. The use of private cars for commuting to work is made less convenient by reducing the number of public parking lots in city centers, or by requesting high parking fees in these areas for long-term parking. In addition, the number of cars used to commute to work is tried to be lowered by giving incentives to vehicles with high occupancies, e.g. by the use of exclusive high-occupancy vehicle (HOV) lanes. In addition, the attractiveness of public mass transportation, transit, is increased by introducing modern, rapid transport systems with high convenience standards such as low-floor vehicles and big windows. Often, such services are strongly subsidized, sometimes even offered for free in certain areas, to convince people to use it.

Changes to existing transportation infrastructure, or the building of new infrastructure, need to be based on well-informed decisions. Not only will tax-payers watch very closely how their money is spent, but bad decisions may have lasting negative effects on the economy; a trauma for politicians. On the other hand, good measures may decrease the amount of time lost in traffic congestion enormously, leading to high economic gains. But how can good and bad measures be recognized in advance? How can politicians and stakeholders profoundly decide between several variants of a project?

Transportation planning is getting more and more complex. As people tend to commute longer and longer distances, the area that must be included in a scenario is
getting bigger. Many systems already operate at their capacity limit, so changes must be carefully implemented to avoid break downs of the system. In addition, changes are less and less restricted to one transportation mode only, but often try to influence the mode share as well, resulting in more complex models.

Agent-based simulation models have proved to be very useful in transportation modeling. In such models, every person is represented by an object in software, a so-called agent. Each agent can have its own values for a given set of attributes, leading to very detailed description of a model-population. For this reason, such simulations are sometimes also called to be microscopic. In agent-based simulations, each agent may decide on its own— influenced by its specific set of attributes—how it behaves (within a given rule set). For this decision making process, additional simple or complex models could be used, e.g. route choice or departure-time choice models.

Current agent-based, microscopic tools are often limited to a single transportation mode only, or are only applicable to small areas. Traditional tools for transportation planning—which are not agent-based—on the other hand may support multiple transportation modes, such as private car and transit, and be applicable to large-scale scenarios. But the models themselves are not that detailed, such that typical questions nowadays can no longer be always answered by these tools.

This dissertation researches a way how an agent-based transportation simulation can be extended to support not only private car traffic, but also other modes of transportation, especially transit, while still being able to simulate large-scale scenarios with millions of agents.

The dissertation is organized as follows: The next chapter gives a short overview of public transportation systems, highlighting similarities and differences of different transit systems found in different parts of the world. It analyzes what kind of data is used to describe transit services, and what data is required or useful to simulate it. Chapter 3 looks at existing transport simulations and assignment models, with a strong focus on the ability of these tools to model transit. The chapter also takes a close look at other agent-based simulations. The chapter following it introduces MATSim (Multi-Agent Transport Simulation), an open-source, agent-based simulation framework. The design of the framework is presented in detail, as it builds the technical base for all further chapters. Chapter 5 presents a case study, where MATSim is used to simulate time-dependent road-pricing strategies. This chapter shows the strengths of agent-based transportation simulations, but also the weaknesses of the existing MATSim toolkit, supporting only car traffic. Hence, chapter 6 describes a way how the existing simulation framework can be extended to support additional modes of transportation besides car, while the chapter following it completely focuses on the detailed simulation of transit. Chapter 8 presents examples and applications of the transit simulation, before chapter 9 concludes the thesis, giving an outlook of possible follow-up work and summarizing the key findings of this work.
Chapter 1. Introduction
Public Transportation Systems

World-wide, there exist a variety of different public transportation systems, each with its own characteristics. This chapter takes a short look at some of the most common ones and analyzes what data is required to operate in those transportation systems, drawing conclusions at what data is required for successful simulation of such public transportation systems. The chapter will focus mostly on urban public transportation, as that one is of bigger interest for the planned simulations than the long-distance travels between cities.

2.1 Definitions

When speaking about public transportation systems, or even travel in general, many different terms and expressions are used to describe certain characteristics of the systems or of their usage. This short section defines the terms commonly used in this dissertation.

A transit system, or public transportation system, contains several transit lines, run by different operators. It is designed for the mass transportation of people. Sometimes, the term transit system also includes additional parts like federal regulations, the available vehicle fleet, detailed pricing structure. This dissertation concentrates mostly on transit systems from a user’s view, thus neglecting these additional parts the most time.

A transit line is commonly understood as a regularly available connection between two end points. Between the two end points, transit vehicles circulate along a given route. Along that route, additional locations can be specified besides the two end points where people can enter or exit the vehicles. The locations where the vehicles usually stop are referred to as stop locations, sometimes also as stop facilities. Examples of such locations range from airports and huge central train stations to simple bus stops, marked probably only by a pole with a sign on it. Transit lines often have some kind of identification. Bus and train lines often use numbers or letters for simple identifications, but also the name of colors is not unusual, for example for subway lines.
In a few rare cases, transit lines may have more than two end points that are regularly served. This may happen for example when the demand decreases significantly after a certain stop (e.g. in a larger village). Then, only every second vehicle of a line might drive further, serving additional stops. This measure is often used to increase the cost-effectiveness of public transport in rural areas.

The transit vehicles that drive on a transit line often follow a specific transit schedule. A schedule defines at what time a transit vehicle should depart from or arrive at a certain stop location. Often, the schedules are more dense (i.e. more available connections per hour) during the rush hours and in the city center, and are less dense in the off-peak hours (e.g. during night) and in rural areas.

Passengers are the users of a transit system. They use the offered transit services on their trips from one location to another. A trip, sometimes also referred to as leg, is a journey undertaken by a person to get from one location (e.g. home) to another location (e.g. work place). One trip consists of one or more stages. A stage describes a continuous part of a trip where a person uses one specific mode of transportation. The first stage is often done by walking, while a second stage may be undertaken in a vehicle (e.g. bus, or private car), and the trip ends with a walking-stage again. If a passenger has to change transit lines to get from one place to another, each travel with a vehicle of one line relates to a separate stage. So, a transit trip is usually a combination of several walking and transit stages.

2.2 Public Transportation in Developed Countries

2.2.1 Overview

In practically all European countries as well as typically in most developed countries, each major city has one or a small number of accredited public transportation companies that offer their services [28]. Additionally, there is usually one national railroad company or a small number of privately held companies that receive subsidies from a government to operate a network for long-distance travels, e.g. between cities.

It is common amongst the transportation companies that they operate on the basis of schedules. Usually, these schedules are published so they can be used by passengers for trip planning purposes. Only in rare situations, e.g. if the headway on a line is very short (usually the case in subways during peak hours), the detailed schedules are not published, as they would not be of any help to the users. But even in those cases, the operators internally need schedules for assigning rolling stock and drivers, so it is safe to assume that almost all public transportation in developed countries is based on schedules.

Pricing of public transportation offerings varies greatly. While in some places pay-per-trip schemes are in use with fixed amounts per trip (e.g. trams and buses in Toronto, buses in Kyoto), many other cities have distance-based fares (e.g. the subways in Washington and New York) or zone-based fares (e.g. Berlin, Zurich). But even within this categorization, a lot of different realizations can be observed. In Washington, for example, the price per distance also depends on the time of day. And while
both Berlin and Zurich have zone-based fares, the first one only differentiates three zones while the latter one has 45 different zones. In addition to zone-based fares, it is not unusual that short-distance tickets are also available. These tickets complement the regular, zone-based fares and are mostly used for short trips in the neighboring area of two zones.

Especially with zone-based fares, it is not unusual to have alliances of several transit operators with a common fare structure. This should help people to connect easily between transit lines from different operators and simplify the transit usage. Examples of such alliances are the “Zürcher Verkehrsverbund – ZVV” [126] in Zurich that allows customers to use the same ticket for buses, streetcars, trains and even ships operated by nearly 50 different companies, or the “Verkehrsverbund Berlin-Brandenburg – VBB” [116] that makes it possible to use one ticket to travel on the networks of over 40 operators.

2.2.2 Data Requirements

The existing agent-based simulation MATSim is heavily based on so-called plans: Detailed descriptions, when, where and why agents plan to be at a certain location or how they want to transfer from one place to another. It is easy to extend the current agents’ plans to be suitable for describing public transportation trips. Instead of specifying the order of links or nodes the agent should drive along in its car, one could record the stop where the agent wants to access a transit vehicle, the transit line the agent wants to travel along, and the exit stop.

The simulation needs additional information to make use of the data in the agents’ route descriptions. Table 2.1 gives an overview of data typically required to operate public transportation systems that are of interest to transportation simulations. The data can be differentiated between infrastructure data and operational data. Network, stop locations and vehicles describe available infrastructure that usually cannot be easily adapted, whereas transit lines, their routes, travel and departure times can be changed by the operators within the bounds set by the available infrastructure.

Not all data is required for the simulation, but all the data mentioned in Table 2.1 could be used by the simulation to make it more realistic. Absolutely necessary for the simulation are the network and the location of stops from the infrastructure side, and information about lines, routes and departures from the operations side. The travel time along transit routes could be used for validation and analysis purposes, whereas detailed vehicle information as well as driver schedules would help to make the simulation more realistic in terms of capacities, vehicle load, maximum speed and effects of traffic jams on drivers’ plans. Pricing schemes are important for economic evaluations. While they are not strictly required for a single simulation, their inclusion could improve the optimization process of the agents (see Sec. 4.7).
Table 2.1: Data for operating public transportation systems in developed countries of interest for transportation simulations

<table>
<thead>
<tr>
<th>Data item</th>
<th>Required for simulation</th>
<th>Required for routing</th>
</tr>
</thead>
<tbody>
<tr>
<td>Network (road, rail, …)</td>
<td>yes</td>
<td>no</td>
</tr>
<tr>
<td>Stop locations</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Transit lines</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Routes of transit lines</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Travel time along a transit route</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>Departure times of vehicles for the transit routes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Information about vehicles</td>
<td>no</td>
<td>no</td>
</tr>
<tr>
<td>Driver schedules</td>
<td>no</td>
<td>no</td>
</tr>
<tr>
<td>Pricing schemes, fares</td>
<td>no</td>
<td>no</td>
</tr>
</tbody>
</table>

2.3 Public Transportation in Developing Countries

2.3.1 Overview

Public transportation systems for long distance travel in developing countries have often a strong resemblance to systems in developed countries. They also operate on lines, and often also have some kind of schedule (how good they are able to follow their schedule should not be discussed here). One possible explanation for this similarity may be the reason that such systems were often established by western people during colonial supremacy in the corresponding countries.

For short-distance trips, especially within cities, the situation often looks quite different. In many cities, a plethora of buses, mini-vans or other (mostly motorized) vehicles offer some kind of public transportation, sometimes also called paratransit. For the untrained tourist, it is often very hard to find out if there actually are transit lines or if the buses just follow random routes through the streets. Looking for printed description of routes is usually as futile as looking for departure time tables, as it is not uncommon for drivers to just depart when a certain vehicle load has been reached.

But more detailed observations often show that there are patterns in the transit offers. For example in Gauteng (the smallest province in South Africa, containing the two cities of Johannesburg and Tshwane/Pretoria), different operators have agreed on each serving some routes only, but not to compete on the same routes [58]. There are still no schedules, but there are clearly defined routes. In Padang (Indonesia), own observations have shown that all the buses have somewhere a line-number hidden. For the locals, this is enough to know which bus they can enter in the city-center to travel outbound, but for tourists it is still not of big use without a directory to look up the lines.

Most of those paratransit systems operate on the regular street network without real stop locations. The vehicles stop at the next possible place when there is demand for.
Sometimes, certain locations become a kind of de facto stop location, e.g. important places in a city center or terminal locations where the vehicles turn around. Fares are often directly given to the driver, a fixed amount per ride is the default in many cities, without a differentiated pricing structure.

2.3.2 Data Requirements

Although the traffic may look quite different in cities of developing countries compared to cities in developed countries, the data the operators must have—maybe only implicitly in their knowledge—is basically the same as listed in Table 2.1 for the developed countries. All the traffic operates on a network infrastructure, within urban regions mostly on roads, while for long-distance transportation rails are a frequent alternative. Stop locations are of higher importance for traffic between cities, but not so much for the paratransit within urban regions. Transit lines and routes seem to be distinguished as well in many places, and vehicle-data and driver schedules may be in use as well, although likely on a much simpler level. It is just the time data (expected travel time, departure time) that may be completely missing in an organized form for paratransit, but again may be used for long-distance traffic.
3.1 Transportation Simulation in General

Traditional traffic assignment models are getting more and more complex, to a point where a mathematical formulation of the problem is often no longer feasible. Especially the request for dynamic (time-dependent) results adds a very big additional layer of complexity to these models. For such cases, simulation of a problem is in many cases the easier way—or at least the better understandable way—to get results. Vovsha and Bradley [118] list many reasons why trip-based models—and with that most models of the traditional four-step process—are no longer suitable and explain how activity-based models together with agent-based simulations may lead into the future of transportation planning.

Agent-based simulations, where elements (like single travelers) of the simulation are represented by so-called agents that have attributes and sometimes also some logic, are a very intuitive way to simulate traffic. One has to note that the term "agent-based" is a rather general expression, as it does not specify which parts of the simulation are modeled as agents, and which are not. In addition, as also mentioned in [57], the term sometimes also just refers to the object-oriented design of the simulation software.

Java [56], as a comparatively simple object-oriented programming language, has quickly become an often used language for developing agent-based simulations. To some extent this may be attributed to the fact that Java runs without problems on multiple computing platforms and offers built-in visualization commands that also work on all major operating systems. Java-Applets that can be embedded in web sites made the language even more attractive in its early years. Miller et al. [70] show an early attempt to use Java to simulate objects moving around on graphs. Repast, the Recursive Porous Agent Simulation Toolkit [97], offers a complete framework written in Java to simplify the implementation of agent-based models.

Benenson et al. describe in [12] a minimalistic framework for simulations in an urban context, that makes heavy use of object-oriented software modeling. They analyze the different entities in the real-world and show how these entities can be transferred
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to an agent-based computer model. Jakovljević and Basch [54] use agents not only for the travel demand, but also for roads and nodes to support micro-, meso- and macrosimulation within the same environment.

One problem of agent-based simulations is their scalability. While the simulations often consist of simple concepts and models, the complexity arises from the interaction of the single agents. For large-scale studies, the number of agents can easily surpass a hundred-thousand or even a million, assuming that every traveler in an urban region is modeled as a single agent. The sheer number of agents quickly becomes a problem concerning memory consumption and computing time. New simulations often not only add more features, but strive also for new code architectures that allow larger scenarios (e.g. [101]). To speed up the computation, parallelism is becoming a more and more important aspect of simulations, especially as computers do not get faster per se, but can just work on more work items at the same time (“The free lunch is over”, see [110]). Yoginath and Perumalla [125] show how they speed up a traffic simulation using parallelism. Especially, they use reverse computation-based optimistic execution to overcome problems synchronizing the multiple, parallel executions. Charypar [18] makes use of special model characteristics to minimize the number of synchronizations required in order to gain a high speed-up from the parallelization.

Another way to solve scaling issues is proposed by Jayakrishnan et al. [57], who combine microscopic and macroscopic models to forego problems with computational limitations. They show how the proposed concept can be used for simulating different kinds of traffic, having emergency vehicles or commercial fleets in mind. More focused on transit is the micro-simulation presented by Cortés et al. [27], which is implemented in PARAMICS. Their simulation handles fixed route systems with pre-defined stops and frequencies as well as other “flexible transit systems” like paratransit. Also as a module to PARAMICS, MILATRAS (Microsimulation Learning-Based Approach for Transit Assignment) [122] models behavioral responses of passengers under information provision, but handles only transit traffic. The conceptual design of the framework resembles MATSim (see Sec. 4).

3.2 Multi-Modal and Transit Simulation

The simulation of multi-modal traffic and transit has to be considered as very similar, because transit traffic usually consists of more than one mode, especially in urban contexts. Still, there are many simulation and assignment models that deal with one mode only, especially railways. In addition, most models concentrate on frequency- or schedule-based transportation systems as can be found in cities of developed countries. Nuzzolo and Crisalli [83] give an overview of recent developments in the schedule-based modeling of transportation systems.

Current research in this area can be grouped into four parts, which are looked at in more detail in the following subsections. It must be noted though that not all projects belong to one group only. For example, most transit assignment models (see Sec. 3.2.1) need some kind of routing algorithm, which are looked at in more detail in Sec. 3.2.2.
The grouping is thus based more on the research focus of the work presented, and less on the applications shown the research is embedded in.

### 3.2.1 Transit Assignment

The first group, transit assignment, adapt network assignment models to work with transit traffic. Traditionally, such assignments do not include real temporal dynamics, but calculate a network equilibrium. Based on the long history of network assignment models—and therefore based on the experience with such models—many commercial software products like EMME/2 [7], VISUM [91] and OMNITRANS [85] offer some kind of transit assignment.

Many of the transit assignment models work on frequencies only, but not on the actual schedules. De Cea and Fernández [31] present a static, frequency-based transit assignment that respects congestion of passengers at transit vehicles and stop facilities, but does not explicitly differentiate between multiple transport modes.

In frequency-based models, walk links that act as access or egress to the transit network are often modeled with a very high or infinite frequency. In addition, passenger congestion is often modeled using volume-delay functions, known from traditional traffic assignment methods. Papola et al. [88] use FIFO (first-in, first-out) queues in their transit assignment model to overcome the problems in calculating the generalized costs for passengers when volume-delay functions are used at waiting/boarding links.

Using frequencies imposes additional problems, like the common line problem: If two or more lines share a line segment, the frequency of the single lines is not that relevant for people traveling only on that common line segment. Nor can a common frequency be derived from two frequencies without the actual schedule. Schedule-based assignment forgoes such problems, but adds more complexity to the assignment. Poon et al. [89] for example show a model that calculates the route choice based on schedules, and combine it with a user equilibrium assignment that uses the method of successive averages (MSA). A similar approach in [50] also uses MSA for the iterative assignment on a time-expanded network.

Fernandez et al. [34] attempt to solve the network equilibrium problem for models with combined modes, i.e. with trips that use more than just one mode, like “park’n ride”. While the models are cleanly laid out and analyzed, the number and complexity of the formulas presented implicitly question how well even more complex models can be solved analytically. A combined departure and route choice model using transit schedules, is presented by Nguyen et al. [79]. The model also respects vehicles’ capacities, resulting in possible boarding failures for passengers.

### 3.2.2 Multimodal Route Choice

Multimodal route choice is most often also solved using network assignment algorithms, but explicitly includes different modes. It has a strong background in freight transports, where combinations of road, rail and water must be considered to deliver goods to their destination. One has to note that in most of these models the different
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modes do not interact with each other except that in terminal stations. This differs largely from multi-modal road traffic, where cars, buses, bikes, and also streetcars and pedestrian may influence each other.

Dafermos [30] shows an early approach solving the multi-modal network equilibrium problem, considering multi-modal lanes where different traffic influences each other. Fernandez et al. [34] try to solve the network equilibrium model analytically for trips that include more than one mode. They cleanly differentiate between decisions that the demand model has to make, and decisions the network/route model is responsible for. It is notable that they mention the problem that both models should use the same generalized cost function in order to maintain compatibility between the different models. Although both examples may be seen as an early attempt with limited, computational resources, they seem mathematically rather complex, showing the limitations of a non-simulation based approach.

Southworth and Peterson [108] describe in detail how a multimodal network can be constructed and what specialties have to be taken into account. Although the presented application is for freight network modeling, the same ideas can also be applied for generating multimodal networks for person transportation. For example, it describes in detail how access to the network can be handled, and how transfer terminals—comparable to transit stop locations—can be modeled. Pallottino and Scutella [87] use space-time networks for dynamic shortest-path calculation, whereas Lo et al. [64] use state-augmented multi-modal networks to especially look at transfers between different modes. State-augmented networks are based on regular transit networks, but expanded in their geometry to reflect usually internal states in such a way that the networks can be used with common traffic assignment or network analysis procedures.

But a suitable network alone is not enough. Modesti and Sciomachen [71] describe in detail how a generalized cost function must be designed to be used for finding shortest paths in multimodal transportation networks. They give an algorithm how the designed utility function can be used together with Dijkstra’s shortest path algorithm to find the desired paths in multimodal transportation networks, using as example a network of Genoa, Italy, consisting of 60 nodes and 402 links.

While for many assignment models only small-scale applications with a few lines are shown, Nielsen and Frederiksen [80] describe a transit assignment based on timetables, and specifically describe sophisticated optimizations of their algorithms in [81] for the use in large-scale scenarios. In [39], Friedrich et al. present an algorithm for timetable-based route search that is currently implemented in VISUM for its transit assignment. In a follow-up, Friedrich [38] shows improvements to the original algorithm to also handle multi-day trips.

At least two experimental approaches to the transit route choice problem were undertaken within the MATSim framework. Maier [65] implemented a transit router in C++ working with data collected for the region of Zurich, whereas Titze [111] used data from Berlin to implement a transit router in Java. Both works showed advantages and disadvantages of their respective approaches, each serving as helpful inspiration for the design and implementation of the implemented transit router (see Sec. 7.4).
3.2. Multi-Modal and Transit Simulation

3.2.3 Operational Simulation

Real simulations of transit are often used in operations research studies to research operational and performance aspects of transit systems. Often, such simulations are limited to specific modes (e.g. rail) and do not take possible interactions with other modes into account. OpenTrack [75] limits itself to the simulation of operational aspects of railroads, but does so in a very detailed way. For example, the acceleration of trains depends on the traction of the engine and the type and number of attached coaches. Nash et al. [76] show an application of OpenTrack for the S-Bahn in Zurich, Switzerland. In [61], Koutsopoulos and Wang propose a new rail simulation model, SimMetro, specifically designed for service performance analysis. The presented case study is limited to a single subway line in Boston, though.

But not only passenger flows are modeled in operation research, also the fleets and drivers must be managed. Daduna and Paixão [29] use transit networks to model vehicle scheduling problems. Balbo and Pinson [8] developed a custom domain-specific language to model the communication between buses and a control center. The automated communication provides input into a decision support system, used by the operators at the control center. The study shows a simple simulation applied to data from the Brussels bus transportation network to verify the functioning of the model.

Brill and Withney present a very detailed simulation of the Frankford Transportation Center in eastern Philadelphia in [14]. Although it is rather small scale, it includes multiple bus lines, trolleys, trains and also models private cars and pedestrian movements. The model was implemented in SLX (Extensible Simulation Language [51]) and includes detailed intersection logic as well as driver behavior. The main outcome of the study relates to the operation of the lines as well as the usage of the available infrastructure.

Other topics like the multiple-depot or multiple-vehicle-type scheduling problem are also handled in the operation research literature. But none of the project reports found take concurrent road traffic into account in the simulations. If at all, influences by other road users in reality are added as external effects to the simulations.

3.2.4 Multi-Modal Simulation

Although a lot of different assignment and simulation models exist, none of the aforementioned ones handles private car traffic and transit traffic in an integrated way. Either the private car traffic is simulated, or the transit traffic. In reality, especially in urban regions, buses and streetcars often have to share lanes with private car traffic, resulting in dependencies between the different modes.

TRANSIMS [107] was one of the first, large-scale microsimulators. It also includes the ability to simulate transit traffic, as outlined in [73]. Sadly, no newer research projects could be found that use TRANSIMS, despite the fact that the software is meanwhile available as open-source project [112].

In some cases, transit simulations were done with only regular traffic simulations available. In these cases, often special traffic lights were added to the models that only influence transit vehicles in order to simulate transit stops [72, 82, 105]. Such behavior
usually implies that transit lines are on special lanes, defeating the goal of an integrated simulation where the different modes influence each other.
Agent-based transportation simulations consist of several functional entities that only in their entirety have the desired effect of (hopefully) realistically simulate and predict traffic. This chapter first takes a look at what those building blocks are and how they relate to each other, before looking at the individual blocks in more detail.

The chapter tries to remain as general as possible in the beginning. But the more detailed the discussed topics are, the stronger is the influence from the experiences of developing the Multi-Agent Transportation Simulation (MATSim, [66]). Especially in later sections, concrete examples from MATSim will be presented. Note that the state presented in this chapter does not yet include any special references to the simulation of transit. Changes and extensions required to successfully simulate transit traffic are discussed in chapter 7. Some of the concepts presented in this chapter are based on concepts used in the older MATSim implementation written in C/C++ (see, e.g. [16, 95]).

4.1 Overview

When talking about transport simulations, at first many people only think about the simulation of the physical aspects, i.e. the movement of vehicles in space. Often, people start to philosophize about how to handle in detail overtaking maneuvers, turning moves at crossings, how to include delays at crosswalks. Only on second thought, often triggered by corresponding inquiries, people realize that there are also many behavioral aspects that need to be considered: which route should the agents drive along, at what time do they leave home, where do they drive to work and where do the agents go shopping? This list of questions could easily be extended. Fig. 4.1 depicts the two layers, the physical world and the mental world, and their relation to each other.

In the mental world, agents plan their day. They have to make decisions like when to leave home and go to work, if they go with their car or a bike, what route they want to drive, where they want to go for lunch, if they should do some shopping on the
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Figure 4.1: Mental and physical world must be considered in a transportation simulation

way home, etc. Balmer [9] differentiates between the following decisions agents have to make:

- **Mode choice**: Should I walk or take the bus?
- **Route choice**: Which route should I take to get to work?
- **Location choice**: Should I go shopping near my home or at the mall?
- **Activity type choice**: Should I go to visit my friend?
- **Activity chain choice**: Should I go swimming before or after work?
- **Activity starting time choice**: When should I do sports today?
- **Activity duration choice**: Should I drink another beer before going home?
- **Group composition choice**: Who should I take along?

This list of choice decisions is often also called the list of choice dimensions (e.g. [11, 13, 5]). Each plan of an agent describes exactly one point in a multi-dimensional space defined by each choice dimension, where the values or parameters of the point are based on the actual decision.

The result of all these decisions of one agent is a detailed day’s schedule (called “day plan” or just “plan” in the following). Fig. 4.2 shows an example of such a day plan, encoded in a custom XML-based file format. The day plans of all agents are then simultaneously executed by a traffic flow simulation, the so-called physical world. The traffic flow simulation tries to move the agents according to their plans, but respecting constraints and limits set by the physics of reality. Such limits can be, among others:

- **Speed limits**: An agent cannot drive faster than the road limit or the speed limit of its vehicle.
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Figure 4.2: An example of a person and its day plan, encoded in a MATSim-specific XML format

- **Flow capacity of road**: A vehicle cannot leave a road and enter a crossing together with 20 other vehicles at the same time (A well-known rule of thumb assumes that about 2000 vehicles can drive through a street per hour and per lane).
- **Storage capacity of road**: A vehicle cannot enter a road if the road is already jammed with other vehicles.
- **Position of other agents**: In most cases it is not desired to simulate traffic accidents, so vehicles should not crash into other vehicles.
- **Right of way**: No matter if a crossing has traffic lights or not, an agent has not always the right to just drive on.
- **Vehicle capacity**: If the subway or bus is already full, the agent has to wait for the next transit vehicle on the line to arrive before it can board.
- **Opening times**: An agent cannot do its shopping if the shop is closed.

The agents try to learn from their experience and to optimize their day plans. For this to happen, some feedback must be provided from the physical world to the mental world (see Fig. 4.1). This usually includes information about the state of traffic at certain times of day at certain locations, or some data about how much the actual day deviated from the day plan. With this information, agents can try to improve their day plan, maybe switching routes to avoid traffic jams, leaving work earlier so they arrive at the shop while it is still open, and so on. The new day plans will again be executed by the traffic flow simulation, and the agents will learn if their new plans were better or not accounting for the interaction with other agents, and may optimize again. This constitutes a loop between mental and physical world, in which the agents iteratively try to optimize their day plan. One round in the loop is usually called one iteration of the simulation.

Fig. 4.3 shows the schematic control flow of the Multi-Agent Transportation Simulation (MATSim, [66]). It starts with the initial demand that describes an initial set of day plans for the simulated population. This initial set of day plans is then executed by the traffic flow simulation or mobility simulation (mobsim). The performance of the day plans is evaluated during scoring, such that agents can try to optimize their day plans during replanning. The plans are then executed again. This iterative loop
continues until some criterion is met. In the end, it is possible to analyze the data in regards to traffic state or behavior of the agents. The following sections will take an in-depth look at the mentioned building blocks, starting with the Controler which is responsible for the data flow and interaction between the different parts.

4.2 Controler

An agent-based transportation simulations consists of many different building blocks, as the previous section showed, especially Fig. 4.3. In MATSim, the job to string all the blocks (in the following also called modules) together and ensure that the correct data is handled at the right time by the right module is done by the so-called “Controler”¹. It builds the center piece of MATSim that holds all the single parts together and ensures that complete simulations with multiple iterations can be run. In earlier implementations of MATSim, Perl scripts or stand-alone tools were used to connect the various, at that time also stand-alone, tools together [95].

But to reduce the Controler to a simple “iteration manager” would be an understatement. The requirements for the Controler are very different and change from one simulated scenario to the next one. Especially as the power of agent-based simulation is researched within MATSim, the Controler needs to adapt to different needs without interfering with the work of other people that are—for example—doing production runs. Examples of applications and their influence on the Controler are:

- **Road-Pricing scenarios**: Compared to a “regular” simulation, the simulation of road-pricing scenarios requires additional input (the definition of the toll schemes) and produces additional output (e.g. toll-related analyses). But it also influences the scoring part (agents may have to pay money for a toll) and the replanning part (agents may prefer non-tolled routes).

- **Simulating retailer behavior**: Why should only “normal” agents try to optimize their plans, maybe by changing shopping locations? Why not let the shop owners themselves change places, looking for higher frequented locations such as to optimize sales [26]? So not only normal agents need to do scoring and

---

¹Likely based on some misunderstanding, MATSim uses the wrong spelling “Controler” instead of the correct “Controller” since its beginning. In order to be consistent with the software, I use the wrong spelling knowingly in this thesis.
replanning, but also other kinds of agents which may not even be known to the traffic flow simulation.

- **Environmental research:** This topic ranges from the simple calculation of emissions [44, 106] up to specialized replanning and analysis of effectiveness of electric cars [41]. The Controler must be able to deal with additional analyses, that may also influence the replanning parts.

- **Evacuation simulation:** Evacuations may have different movement characteristics, and may make use of additional input data (when and where is something bad going to happen? are there safe areas/shelters?) [62]. Not all of this information can be coded into the initial demand, so the Controler must be able to deal with additional input data, auxiliary analyses, modified replanning, and other extensions.

Just from the few examples above, plenty of non-standard requirements can be detected that a Controler should be able to fulfill.

First experiments with an object oriented software design allowed many methods to be overwritten—and the original functionality thus being replaced or extended—but did not bring a lot of success as the inheritance constraints in Java did not allow to easily combine two extensions together at a later stage. In addition, it was rather error-prone by the fact that it was never clear if an overwriting method should call the original super-method, effectively extending a certain functionality, or not call the original super-method, replacing the functionality. This led to problems where critical functionality was no longer available because the essential method was overwritten but the original method no longer called, or that certain aspects were executed twice if the overwriting method did very similar things than the original one that was still called.

An analysis of the structure and data flow within the Controler showed eight different places where it made sense to offer extension points such that additional functionality could be added in a modular way. Fig. 4.4 shows these identified extension points in the MATSim-Controler. The extension points were implemented using the Observer pattern [42], sometimes also called Event listener or Publish-Subscribe pattern. For each of the extension points, the Controler offers events to which interested extensions can subscribe to be informed when that specific state in the Controler flow has been reached. Extensions can subscribe to one or more Controler events. The observable events are:

- **Startup:** Describes that the simulation starts up and that extensions should load any additional data they may require to function properly.
- **Iteration Starts:** Informs extensions that a new iteration starts. This may be used to reset internal data structures.
- **Before Plans Execution:** There are some modules that analyze the exact plans that are fed into the traffic flow simulation.
- **After Plans Execution:** Some modules may pre-process the outcome of the plans execution, resulting in additional outcome that is relevant for the scoring.
- **Scoring:** Tells modules that the plans execution is over and no more events will be issued, so that the scoring can take place.
• **Iteration Ends:** Makes it possible for modules to write out analysis data that was collected during the iteration.
• **Replanning:** Informs the modules that now is the time to do replanning.
• **Shutdown:** Tells event listeners that the simulation is about to end, enabling extensions to write out final data or analysis results.

This event structure has proved to be so powerful that meanwhile even some of the core functionality is implemented that way: Plans Scoring and Plans Replanning are both realized as Controller events listeners, as is the writing out of the complete population with all plans to a file before the plans execution starts (this serves mostly practical reasons to be able to resume a simulation at a specific iteration).

The traffic flow simulation (plans execution) itself was specifically kept out of Controller events. As there should be anyway only exactly one “reality” in the simulation, this limitation never was an issue.

### 4.3 Initial Demand

Each simulation needs some initial data. In the case of an agent-based transportation simulation, this usually means a transportation network and the so-called “initial demand”. The initial demand describes the initial day plans of all simulated agents.

As not necessarily all choice dimensions are optimized during the simulation, the initial demand should also provide useful values for the choice dimensions not-to-be optimized. For example, if the primary location choice is not optimized by the simulation, the initial demand should, for each agent, provide meaningful locations for work or school, respectively.

For choice dimensions that are optimized by the simulation (typically at least route and time choice) the corresponding data can be based on raw estimates or even be missing in the initial demand. It is not wrong to assume a default duration for a work-activity of eight hours. If it is too long or too short, the optimization process will hopefully realize that and adapt its duration. If route data is completely missing, the simulation may just assign the fastest path through the network to the agent; it would do that anyway sooner or later in the optimization process.
As already mentioned, the initial demand should provide useful values for choice dimensions that are not optimized during the simulation. As currently the list of optimized dimensions is much smaller than the complete list of choice dimensions (see Sec. 4.1), the initial demand must be carefully prepared. This is usually done within special activity-based demand generation (ABDG) models. Balmer [9] describes the process and a framework used to generate an initial demand based on census data and other data sources. Other similar projects exist, e.g. the “Travel/Activity Scheduler for Household Agents – TASHA” [69] or “Prism Constrained Activity-Travel Simulator – PCATS” [60]. One has to note that most ABDG models have their own quirks and that taking data from an existing ABDG model is not always the best solution [100].

As can be seen, the generation of an initial demand is in itself a larger topic and must be done with great care. It will not be looked at in more detail here, as the exact creation of an initial demand is not of much relevance for the work presented.

4.4 Traffic Flow Simulation

4.4.1 Overview

The traffic flow simulation (sometimes also called mobility simulation or short “mob-sim”) is responsible for executing the day plans in a physical environment. It takes the agents’ plans and executes the plans respecting physical constraints and limits. But still, it only operates on a model of the reality. This model can be more detailed or more generalized. As an example, traffic flow simulations could simulate in detail overtaking maneuvers, crossing oncoming traffic on intersections or the state of traffic lights. Depending on the resolution of the model, the diversity of the results will likely vary as well, as not each analysis is possible with every kind of simulation.

Usually, the more detailed a simulated model is, the more different kind of results can be produced. For example, the influence of intersection layouts or traffic lights coordination can only be researched if the underlying mobility simulation supports the detailed simulation of intersections. So, from the viewpoint of possible results, a simulation model with a high resolution and as many details as possible is clearly desirable.

The problem is that usually the execution time for the mobility simulation is highly depending on the level of detail simulated. The more features a traffic flow simulation has, the more processing power is required. But it may not always be required to simulate every possible detail, giving way for performance optimizations.

Thus, it is essential to decide from the beginning for what purpose a simulation will be used, and for what questions the simulation should provide results for. This allows the developer to carefully select those features for the simulation required for doing the proper analyses, but leaving unnecessary things to the side.

One of the most essential things for a mobility simulation is—besides the plans it has to execute—the network on which the traffic takes place. The network, basically an attributed graph, consists of nodes and links. In a road network, nodes often correspond to intersections, whereas links correspond to road segments. A rail network
could be treated similar to a road network, with links representing the rails and nodes representing switches. Alternatively, nodes could also be used to model stops, and links would therefore stand for generalized connections between stops. In the first case, the network represents the real infrastructure. In the second case, the network behaves as a logical representation of possible connections between stops.

4.4.2 Flow Dynamics

In principle, arbitrary models could be used, e.g. the model by Wiedemann [123] or a cellular automata model (e.g. [74]). Both models offer a great level of detail, but also require large amounts of computing power. Transportation planning is often not so much interested in the detailed driving behavior, but in the dynamic amount of traffic; traffic that reflects traffic jams, tailbacks, the dissolving of traffic jams, etc. The queue model [43] fulfills all these requirements while still being comparatively fast to compute.

The actual traffic flow simulation currently used in MATSim is for the bigger part a re-implementation of the algorithms described in [16] in Java. It is usually called QueueSimulation, reflecting the concept it is based on. The following paragraphs serve as a short summary for better understanding of later topics and to highlight differences to the original implementation. A further developed version of the QueueSimulation, the “Deterministic Event-driven Queue-based Simulation” (DEQSim, [18]), promising a faster traffic flow simulation without loss of details, is currently evaluated for the use in MATSim.

Links (road segments) are modeled as first-in first-out (FIFO) queues. Vehicles in the queue cannot leave the queue before a certain amount of time has passed, the time corresponding to the free flow travel time of the link. In addition, only a limited number of vehicles can leave a link (or the link’s queue, respectively) per time step, corresponding to the flow capacity of the link. Moreover, such a queue can also be full, effectively introducing a storage capacity of a link. This storage capacity corresponds to the limited amount of physical space on a road segment that limits the number of vehicles that can be located on that section. Besides the queue, a special buffer is located at the end of each link. That buffer stores those vehicles that are allowed to leave the link in the next time step, respecting the free flow travel time and the link’s flow capacity. In addition, the splitting of the link into a queue and a buffer helps to implement a parallel update of the data structures, making the outcome independent of the order the links and nodes are processed [17]. This approach is borrowed from lattice gas automata, where particle movements are also separated into a “propagate” and a “scatter” step [40].

Contrary to the original implementation in C/C++ [16], the queue’s size (and the link’s storage capacity) is not measured as number of vehicles, but in vehicle-equivalents (VE). One VE is defined as the size of one average private car. Trucks, buses count for more than one VE, whereas bikes may count for less.

Nodes do not have a lot of internal logic. In each time step, the foremost cars of each in-coming link are moved over the node to the next link on their route, given that
there is still (storage) space available on the next link and that the car can leave its current link (which may not be the case due to the aforementioned queue’s constraints). The first car that cannot be moved from an incoming link ends the handling of that link. The order in which the incoming links are handled is based on Metropolis sampling [68] on the links’ flow capacity. This means that links with a high flow capacity are more likely to be handled first, eventually taking up all the available free space on outgoing links before lower-capacity links are handled.

The use of FIFO queues for modeling links has some important consequences regarding the details that can be modeled. Most obviously, effects like the overtaking of vehicles with different speeds or lane-changing behavior cannot be reproduced. As cars can only be removed from or inserted into the queue at its start or end, the beginning or the end of the link are the only place where vehicles can be removed from or inserted into the vehicle flow. In the current implementation, cars ending their trip (probably parking along the road or in a driveway) leave the traffic flow at the end of the link, just before being moved from the link’s queue to its buffer. Vehicles departing will enter the traffic flow at the same place, first being added to the buffer where they have to wait until they can cross the upcoming intersection.

4.4.3 Interaction of Vehicles, Persons and Network

As others have noted before (e.g. [57]), many micro-simulations only look at private car traffic. In many cases, vehicles and drivers were combined into one agent in the simulation, often called vehicle-person units or vehicle-driver units. This was not different in the original C/C++ implementation of MATSim [16], and was even that way in the first version of the Java re-implementation.

In MATSim, the QueueSimulation moved such vehicle-driver units through the network. The combination of vehicles and drivers into one object made the implementation rather straight-forward: Although the simulation moved the vehicle forward and the driver needed to decide which link to take at an intersection, no additional interaction or communication between vehicle and driver was needed because vehicle and driver where essentially one object.

To successfully simulate transit, it is necessary to differentiate between vehicles and persons, as not every person is a driver itself. This leads to a higher complexity immediately, as drivers must now be somehow informed when their vehicles are moved by the QueueSimulation, so they can return the correct answers when asked for the next link. But not every person in a simulation supporting transit is a driver anymore. This means that the initialization of agents changes as well. It is no longer possible to just put every person together with a car on the links and wait until they depart. Instead, some agents may walk to a bus stop, wait for a transit vehicle and board it when it arrives, leaving it somewhere else. A clear distinction between trips where agents drive their own car and trips where agents are transported by other vehicles must be made.

Conceptually, the agent should be in control while performing an activity, while the simulation is in control while the agent is being moved through the network (as this is the real job of the traffic flow simulation). However, it is not very high-performance
to give in every time step every agent performing an activity the possibility to decide about the ending of its activity (especially as the information is based on plans and thus predetermined). Thus, agents are required to specify when starting an activity at what time the activity is going to end. This information is managed by the simulation again, and the agents are informed just when their activity ends to start the next leg.

Fig. 4.5 gives a schematic overview in UML [93] over the messages passed between the QueueSimulation and an Agent to control when the agent is executing an activity and when it is starting and ending a trip. After being initialized, the agent registers its first activity's end with the simulation (scheduleActivityEnds()). Once that point in time is reached, the simulation “wakes” the agent, informing it about the time (activityEnds()). The agent can now look up in its plan what is next, and register itself with the simulation as departing (agentDeparts()), so it will be moved by the traffic flow simulation through the network. Once the agent has arrived the target of its trip, it is informed about that event (legEnds()), giving the agent the possibility to start a new activity and schedule its end (scheduleActivityEnds()) with the simulation. Should an agent arrive at the last activity of its plan, it will not schedule any activity end, essentially vanishing from the perspective of the simulation.

Even though the simulation is said to have the control over an agent while it is being moved through the network, there is still some communication going on between the simulation and the agent. Fig. 4.6 shows the messages passed between the involved entities for effectively simulating the traffic flow.

Whenever a driving agent departs (agentDeparts()), it is added to a special departure queue within a QueueLink. Then, in each time step the method moveLink() is called for each QueueLink. The QueueLink first determines which cars driving on the
link are able to leave the link in the current time step, moving those cars to the link’s buffer. It does this by comparing each vehicle’s earliest link exit time with the current time, starting with the front most vehicle in the FIFO queue. The earliest link exit time is calculated by the time the vehicle was added to the link plus the free speed travel time on that link. If a vehicle is found whose earliest link exit time is not yet reached, no more vehicles are checked in the queue, as otherwise the first-in, first-out principle would be broken. Next, assuming that there were less cars to leave the link than the flow capacity allows, the queue of the departing cars is checked as well, moving cars from the departure queue into the buffer.

Also in every time step, every node is given the possibility to move cars from the in-coming links to the out-going links (moveNode()). The node only looks at vehicles in the aforementioned buffer of the link. This simplifies the logic as the node itself does not need to check whether an agent may leave the link. Instead, it can assume that every vehicle in the buffer is allowed to be moved away, as only such vehicles where placed in the buffer by moveLink(). For every in-coming link, the private method moveVehicleOverNode() is called with each vehicle from the buffer. This method first asks the vehicle’s driver which way s/he wants to go (chooseNextLink()), then checks the corresponding link if there is still space available for that vehicle (hasSpace()). If this check returns positive, the driver is informed that it is being moved over the node (moveOverNode()), allowing it to update internal information (such as is required to return useful results to chooseNextLink()). Also, the vehicle is removed from the buffer in the previous link and added to the desired link.

**Figure 4.6:** Messages passed for a single step of the simulation

It must be noted that the actual implementation differs slightly from the concept shown. The changes are only relevant for further performance optimization of the
code (e.g. see Sec. 4.9.2) and to ensure that the actual order in which links and nodes are handled in one time step does not have an influence on the outcome (enforcing a so-called parallel update; see e.g. [17]).

4.4.4 Gridlock Prevention

As long as there is space available on a link, vehicles can be added to a QueueLink. This means that the in-flow of vehicles into a QueueLinks is unbounded. When more vehicles are added to a link in a time step than the link’s (out-)flow capacity supports, traffic jams may start to build. In the simulation, congestion starts at the downstream end of a link when not all of the vehicles can leave the link at the expected time. If even more vehicles arrive, the queue of jammed vehicles grows, until it reaches the upstream end of a link. There, the traffic jam may spill over the intersection into subsequent link, as vehicles cannot be removed from other links and added to the jammed link. Under certain circular conditions, the tail of the traffic jam may hit its head again, effectively creating a gridlock. This can often be observed in traffic circles, but is not limited to such geometries. In reality, drivers may start to draw aside onto the sidewalk, effectively using more space capacity than foreseen to keep traffic moving.

The simulation monitors the front-most vehicle of every link to recognize if a gridlock may have happened. If a vehicle does not cross an intersection for a configurable amount of time, the vehicle is recognized as being stuck, suggesting the presence of a gridlock. The simulation has two possibilities to handle such situations:

- **Removing the stuck vehicle from the simulation.** The stuck vehicle is removed from the simulation, creating space on the link such that other agents can move forward, hopefully resolving the gridlock.
- **Moving the vehicle to the next link, ignoring capacity constraints.** This corresponds to what happens in reality, that additional space is used by the drivers. It opens up space on the link the vehicle was stuck before, allowing other drivers on that link to move again, hopefully resolving the gridlock.

For a long time, the first variant was used in MATSim. While it always solved the gridlocks, the removed agents created difficulties, especially when analyzing the performance of the executed plans (what is the performance of a plan that was aborted?). But also the ever-changing number of agents in each iteration that were able to complete their day-plan was cumbersome to deal with. The second variant, proposed by Charypar [18], solves the gridlocks just as well without imposing the problems when analyzing the simulation outcome. It is thus currently the default way of handling gridlocks in MATSim.

4.5 Events

The traffic flow simulation has to deliver some kind of output, otherwise it would not make much sense to simulate the traffic flow. But “output” is not clearly defined for a traffic flow simulation. Especially, different stakeholders are likely to have different
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Table 4.1: Different types of events generated by the traffic flow simulation

<table>
<thead>
<tr>
<th>Type of Event</th>
<th>Attributes</th>
</tr>
</thead>
<tbody>
<tr>
<td>ActivityStartEvent</td>
<td>time, agent-id, link-id, activity-type</td>
</tr>
<tr>
<td>ActivityEndEvent</td>
<td>time, agent-id, link-id, activity-type</td>
</tr>
<tr>
<td>AgentDepartureEvent</td>
<td>time, agent-id, link-id, leg</td>
</tr>
<tr>
<td>AgentArrivalEvent</td>
<td>time, agent-id, link-id</td>
</tr>
<tr>
<td>AgentWait2LinkEvent</td>
<td>time, agent-id, link-id</td>
</tr>
<tr>
<td>LinkEnterEvent</td>
<td>time, agent-id, link-id</td>
</tr>
<tr>
<td>LinkLeaveEvent</td>
<td>time, agent-id, link-id</td>
</tr>
<tr>
<td>AgentStuckEvent</td>
<td>time, agent-id, link-id</td>
</tr>
</tbody>
</table>

interests regarding the output. A first person may be interested in the average velocities along certain routes, a second person wants to know the traffic volume in a specific region to calculate emissions, while a third person is interested in a visual representation of the traffic for PR reasons (also see Sec. 4.8 for more information about actual simulation output and analyses). In addition, the simulation framework itself also needs some characteristic values, like the actual travel time on links, to be able to calculate the fastest routes through the network. The variety of the requirements makes it clear that the traffic flow simulation must provide output as generically as possible, such that required analyses can be derived from the available data. To reach this goal, the traffic flow simulation generates so-called events. The concept of using events for feedback is also described in [95].

Events are small, atomic pieces of information. The traffic flow simulation generates events for every notable change of state within the simulation. Events include information about actions of agents, describing in detail what action happened at which time and—if available—where. Table 4.1 lists different events generated by the QueueSimulation together with their attributes. As the simulation supported driver-vehicle-units only for a very long time, all the events only include an agent-id, but no vehicle-id. The influence of having vehicles and passengers (not only drivers) will be detailed in Sec. 7, where also all the other changes related to the implementation of a transit simulation are discussed.

Fig. 4.7 gives a schematic overview in which situations events are created by the simulation when executing a plan of an agent. Whenever an agent starts or stops performing an activity, the events ActivityStartEvent or ActivityEndEvent are created. Likewise, when an agent departs or arrives from a leg, the events AgentDepartureEvent and AgentArrivalEvent are generated. As MATSim does not (yet) explicitly model the way from an activity location (like a flat or office) to a vehicle (or vice versa), the AgentDepartureEvent following an ActivityEndEvent has usually the same timestamp. The same holds true for the ActivityStartEvent after an AgentArrivalEvent. After an agent departs (i.e. starting the vehicles engine, maybe leaving a parking lot), it has to effectively enter the road. This is signaled by AgentWait2LinkEvent and may happen almost
immediately in case there is no traffic jam or other vehicle blocking the road. After that, every time a vehicle crosses an intersection, two events are generated informing that the agent has left one road (LinkLeaveEvent) and entered another road (LinkEnterEvent).

Based on these types of events, a multitude of derived output can be generated. As an example, based on the number of LinkEnterEvents per hour, the hourly traffic volume can be calculated. By taking the difference in time between the LinkEnterEvent and LinkLeaveEvent of one agent on a link, the travel time for that agent on that link can be calculated, or the average speed on the link derived given the link’s length. Sec. 4.8 gives more details and examples of possible analyses based on events.

The events are written to file for later post-processing. A simple, tabular text-based file format is available as well as a file format based on XML [121]. The tabular text-based file format was in use for several years in MATSim but has proven to be not flexible enough for additional types of events used in experimental studies. Thus, the XML-based format will be used for further studies.

To process events, code infrastructure was built according to the Observer pattern [42], which is tellingly also called Event listener pattern. For each type of event, an EventHandler interface is provided. By implementing the corresponding interfaces and registering itself at a central event handler manager provided by the Controller (see Sec. 4.2), objects are enabled to process exactly those type of events they need to generate the output the developer had in mind.

As outlined in the first paragraph of this section, the output of the traffic flow simulation is not only interesting at the end for analyses, but already while running multiple iterations for the optimization of plans (see Sec. 4.1 and 4.7). For this reason, the aforementioned event processing infrastructure is not only available for post-processing of
events, but already at runtime during the simulation. This enables to feed back information efficiently from the physical world to the mental world of the simulation (see Fig. 4.1).

4.6 Scoring

This section describes the default scoring function used in MATSim. The description is heavily based on existing publications (e.g. [99]) and is reprinted here for completeness and for better understanding of the complete simulation setup.

In order to compare plans, it is necessary to assign a quantitative score to the performance of each plan. In principle, arbitrary scoring schemes can be used (e.g. prospect theory [6]). In this work, in order to be consistent with economic appraisal, a simple utility-based approach is used. The approach is related to the Vickrey bottleneck model [117, 4], but is modified in order to be consistent with our approach based on complete day plans [20, 94]. The elements of the approach are as follows:

- The total score of a plan is computed as the sum of individual contributions:

\[
U_{\text{total}} = \sum_{i=1}^{n} U_{\text{perf},i} + \sum_{i=1}^{n} U_{\text{late},i} + \sum_{i=1}^{n} U_{\text{tr},i} ,
\]  

(4.1)

where \( U_{\text{total}} \) is the total utility for a given plan; \( n \) is the number of activities, which equals the number of trips (assuming the first and the last activity—usually both “home”—are counted as one); \( U_{\text{perf},i} \) is the (positive) utility earned for performing activity \( i \); \( U_{\text{late},i} \) is the (negative) utility earned for arriving late to activity \( i \); and \( U_{\text{tr},i} \) is the (negative) utility earned for traveling during trip \( i \). In order to work in plausible real-world units, utilities are often measured in Euro.

- A logarithmic form is used for the positive utility earned by performing an activity:

\[
U_{\text{perf},i}(t_{\text{perf},i}) = \beta_{\text{perf}} \cdot t_{4,i} \cdot \ln \left( \frac{t_{\text{perf},i}}{t_{0,i}} \right) ,
\]  

(4.2)

where \( t_{\text{perf}} \) is the actual performed duration of the activity, \( t_{4} \) is the “typical” duration of an activity, and \( \beta_{\text{perf}} \) is the marginal utility of an activity at its typical duration. \( \beta_{\text{perf}} \) is the same for all activities, since in equilibrium all activities at their typical duration need to have the same marginal utility.

\( t_{0,i} \) is a scaling parameter that is related both to the minimum duration and to the importance of an activity. If the actual duration falls below \( t_{0,i} \), then the utility contribution of the activity becomes negative, implying that the agent should rather completely drop that activity. As long as dropping activities from the plan is not allowed, \( t_{0,i} \) has essentially no effect.
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- The (dis)utility of being late is uniformly assumed as:

\[ U_{\text{late},i} = \beta_{\text{late}} \cdot t_{\text{late},i} \]  

(4.3)

where \( \beta_{\text{late}} \) is the marginal utility (in Euro/h) for being late, and \( t_{\text{late},i} \) is the number of hours late to activity \( i \). \( \beta_{\text{late}} \) is usually negative.

- The (dis)utility of traveling is uniformly assumed as:

\[ U_{tr,i} = \beta_{tr} \cdot t_{tr,i} \]  

(4.4)

where \( \beta_{tr} \) is the marginal utility (in Euro/h) for travel, and \( t_{tr,i} \) is the number of hours spent traveling during trip \( i \). \( \beta_{tr} \) is usually negative. As the simulation only supported private car traffic for a long time, the disutility of traveling does not yet contain any transit specific terms (like number of line changes, waiting time, ...).

In principle, arriving early or leaving early could also be punished. There is, however, no immediate need to punish early arrival, since waiting times are already indirectly punished by foregoing the reward that could be accumulated by doing an activity instead (opportunity cost). In consequence, the effective (dis)utility of waiting is already \( -\beta_{\text{perf}} t_{s,i}/t_{\text{perf},i} \approx -\beta_{\text{perf}} \). Similarly, that opportunity cost has to be added to the time spent traveling, arriving at an effective (dis)utility of traveling of \( -|\beta_{tr}| - \beta_{\text{perf}} t_{s,i}/t_{\text{perf},i} \approx -|\beta_{tr}| - \beta_{\text{perf}} \).

No opportunity cost needs to be added to late arrivals, because the late arrival time is spent somewhere else. In consequence, the effective (dis)utility of arriving late remains at \( \beta_{\text{late}} \). - These approximate values (\( \beta_{\text{perf}} \), \( \beta_{\text{perf}} + |\beta_{tr}| \), and \( |\beta_{\text{late}}| \)) are the values that would correspond to the consensus values of the parameters of the Vickrey model [4].

The utility function could be extended with additional terms. For example, one could think of tolls or parking costs that could be included into the score.

4.7 Replanning

4.7.1 Overview

As the initial day plans usually were generated independently—not knowing the plans of other agents—those plans usually do not reflect the best choices agents could do once they learn about the behavior of other agents. With the simultaneous plans execution by the traffic flow simulation and the scoring of the executed plans, the agents get a mean to compare different plans. This opens the possibility to try out different variants of a plan, keeping well performing plans and eventually forgetting about bad plans. Integrated into the iterative process steered by the Controler, this plans modification and optimization process builds the replanning part of MATSim. It follows the concepts of co-evolutionary algorithms for optimizing the agents’ day plans and thus,
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the travel demand. The concepts described in this section have been used in MATSim already for a long time (e.g. see [95]).

During the replanning, agents can explore the parameter space along the choice dimensions as outlined in Sec. 4.1. This is done by selecting one of the agent’s existing plans, and optionally making a copy of it and modifying the copy. As agents can now have multiple plans, exactly one of them is always marked as being the “selected” one, which will be executed by the traffic flow simulation. All the plans of an agent build its memory. If a copy was made and modified in the replanning, the copy will be selected for execution by the traffic flow simulation. If no modifications were made to a plan (and thus no copy was made), one of the agent’s existing plans will be selected for the next traffic flow simulation.

A number of replanning modules are available that each explores one or more dimension. The combination of zero, one or more of such modules builds a replanning strategy. In addition, each strategy has a plan selector, responsible for selecting one of the existing plans of an agent. Every agent randomly chooses one strategy in each iteration for the replanning. Each strategy has a weight, influencing the probability of being chosen, resulting in a Metropolis sampling [68] of the available strategies for each agent.

Each plan uses some amount of available memory in the computer. As the available memory is limited, the number of plan copies agents can have must be limited as well. The effective number of plans an agent can remember is configurable. Typical values are around 4 or 5 plans per agent. In every iteration, before the replanning takes place, supernumerary plans are removed from the agents. This way, agents can temporarily have one plan more than allowed in case the following replanning creates a new copy of a plan. This is consistent with the idea that agents should be able to try out new plans (or variations of existing plans) without consequences. If the new plan is bad, it may be removed before the next replanning, leaving the agent with the configured number of plans. If the new plan is good, another plan will be removed. Which of the agent’s plan is removed is also decided by a plan selector, so not necessarily the worst plan must be removed.

4.7.2 Plan Selectors

Plan selectors are responsible for selecting one of the existing plans of an agent. This happens when an agent has too many plans—so the selected plan will be removed—or when an agent needs a plan for modification during replanning. Different policies can be thought of to choose a plan. Note that if a plan has not yet any score assigned, it is always chosen before any other plan for replanning. This leads to an optimistic behavior (see e.g. [102]) in the replanning, where unknown plans (plans without score) are preferred and evaluated first. The following paragraphs describe the currently available and regularly used plan selectors in MATSim.

BestPlanSelector selects the plan with the highest score, useful to aggressively optimize already good plans. Note however that the chance of getting stuck in a local optimum rises when always the best plan is selected for further optimization.
WorstPlanSelector selects the plan with the lowest score. Mostly used to select plans for removal, if an agent has too many plans. Removing the plan with the lowest score corresponds to the evolutionary aspect of the replanning where the weakest elements are eliminated first.

KeepSelected just returns the plan that is already marked as selected for the person.

RandomPlanSelector just selects a random plan based on a uniform distribution over all plans of an agent. It is often used in conjunction with replanning modules for exploring the choice dimensions. To reduce the risk of ending up in a local optimum, bad and good plans should be equally chosen for further optimization.

ExpBetaPlanSelector selects a random plan according to a logit model:

\[ p_j = \frac{e^{\beta s_j}}{\sum_i e^{\beta s_i}} \]  

(4.5)

where \( p_j \) is the probability for plan \( j \) to be selected and \( s_j \) its current score. \( \beta \) is a sensitivity parameter, set to 2.

ExpBetaPlanChanger is very similar to the aforementioned ExpBetaPlanSelector. It first draws a random plan, and then decides whether it should change to the drawn plan or stay with the currently selected plan. The probability to change to the randomly drawn plan is:

\[ p_{\text{change}} = \min\left(1, \alpha \cdot e^{\beta (s_{\text{random}} - s_{\text{current}})/2}\right) \]  

(4.6)

with:

- \( \alpha \): The probability to change if both plans have the same score, set to 1%
- \( \beta \): A sensitivity parameter, set to 2
- \( s_{\text{random, current}} \): The score of the randomly drawn plan and the currently selected plan

In a steady state, the model shown in Eq. 4.6 converges on the logit model shown in Eq. 4.5. The advantage of the model described by Eq. 4.6 is that only small numbers of agents change from one plan to another, which results in a smoother learning curve during the iteration cycle and lets the system better converge to a steady state.

Plan selectors may also take additional data than just the scores into account. Very recent experiments with integrating Cadtyts [15, 36] into MATSim have resulted in a special plan selector that takes traffic counts into consideration when selecting plans, effectively resulting in a calibration of the simulation [37].

4.7.3 Replanning Modules

Replanning modules are responsible for exploring the choice dimensions in order to find a better plan for an agent. They form the most important part within the mental world of the agents to drive the optimization process of the whole simulation. Modules can be characterized in different ways.

First, modules can be distinguished if they modify one or multiple choice dimensions. The limitation to one choice dimension only usually helps to better understand
what a module is really doing (smaller complexity, less side effects). In contrast, the combined optimization of multiple choice dimensions in one module allows for finding more elaborate plans than the combination of multiple modules that each only optimize one choice dimension is capable of (e.g. combined location and mode choice).

Second, modules can be distinguished by the kind and amount of data they use to modify a plan. Modules applying random mutation are usually very fast and do not require any data, but their modifications may degrade a plan’s performance. This usually leads to a high number of iterations needed until (randomly) a good plan is generated and bad plans are eliminated. Modules that try to optimize their modifications, e.g. by using data from the last traffic flow simulation, are called best response modules. Often, they experience a longer computational runtime than random mutation modules for a single plan’s modification, but usually require fewer iterations in the simulation to find optimal plans.

Other ways to classify modules are certainly possible. The following paragraphs will apply the two characteristics mentioned above when describing the currently available and regularly used replanning modules in MATSim.

**TimeAllocationMutator** is an example of a very simple random mutation module that only modifies one choice dimension, the time. For each activity in a plan, it adds (or subtracts, respectively) a random amount of time within a configurable bound. By default, the bounds are set to [–30, +30] minutes. The module ensures that no activity receives a negative duration, and that no activity ends later than midnight (24 hours).

**ReRoute** only modifies the route dimension for car drivers by calculating the least expensive route from one link to another one in the network. The route cost is mostly influenced by the travel time needed for the route, so the least cost route is usually also the fastest route. The module uses the link travel times of the last traffic flow simulation, and is thus considered a best response module. Finding the least cost path in a network can be generalized to the shortest path problem, a known problem in graph theory. A specialty that must be considered when finding the least cost path are the time-dependent link costs, as they are based on the links’ travel times which vary over the time of day. In MATSim, two different implementations for finding the least cost path are available. The first one is a simple implementation of Dijkstra’s algorithm for shortest path calculation [32], adapted to work with time-dependent link costs. The second variant uses a version of Dijkstra’s algorithm extended with some heuristics to reduce the computational costs, known as A* with landmarks [45]. While the A* implementation is faster than the simple implementation of Dijkstra’s algorithm, the heuristics only work with networks in a Euclidean coordinate system and is thus not always applicable. A detailed comparison of the different implementations can be found in [63].

**Planomat** is an example of a module that modifies more than one choice dimension. The module combines an optimized time choice with route choice, resulting in a typical best response module. The module makes use of genetic algorithms [46] for finding an optimal time allocation of all activities in an agent’s plan. Recently, the module also added mode choice to its modification process, being the first replanning module in MATSim modifying three different choice dimensions at the same time.
More information about the original version of Planomat (without mode choice) can be found in [67], while [33] contains information about an updated version called PlanomatX that includes mode choice and improved computational time.

**SecondaryLocationChoice** is a rather new module that tries to optimize the locations of secondary activities like shopping and leisure in MATSim. It is also implemented as a best response module, trying to find the best solution within some constraints for each modified plan. Details of the implementation as well as first applications can be found in [52].

### 4.7.4 Typical Usage

Having all the plan selectors and replanning modules available, the question arises how to combine them to useful replanning strategies. Additionally, weights must be defined for each strategy to help agents decide which strategy to apply.

As can be seen from the listing of available replanning modules before, time and route choice have been the dominant choice dimensions for quite some time. But to just define exactly two strategies—one for time choice and one for route choice—is not very useful. Best response modules usually take the results of the last traffic flow simulation into account when modifying plans. For this previous state being useful as a forecast for the next traffic flow simulation (and thus the optimized modification to be of any use), the traffic flow should not be completely changed by the replanning. In other words, it is likely not convenient to modify each and every plan.

A small example may demonstrate this problem: Given a very simple network with two roads leading from one place to another, with only a small difference in travel time and both with limited capacity. When the agents have first to decide for a route, they will chose the road with the smaller travel time. Because of the limited capacity, a traffic jam will occur on that road during the traffic flow simulation, increasing the travel time on that route. In the next iteration, the agents will decide to take the other route to avoid the traffic jam. If every agent changes to the—now faster—alternative route, the traffic jam will just move over to that one in the next traffic flow simulation. In the next iteration, the agents would switch back again to the first route—there it would have been possible to drive with the free flow speed in the last traffic flow simulation, so it seems to be faster. In each iterations, the agents would flip between the two alternatives.

An efficient way to solve such problems is to limit the amount of innovation in each iteration. By only allowing a certain percentage of the population to generate new plans, the probability of fluctuations can be hugely reduced and a more stable, albeit likely slower, optimization process can be reached. MATSim implements this solution by allowing replanning strategies to make no modifications. Such strategies consist of only a plan selector, but no replanning module. Together with accompanying weights for each strategy, the amount of new plans can be influenced. A typical setup in MATSim is the following:

- time choice strategy: uses the RandomPlanSelector and the TimeAllocationMutator module. Typical weight: 10%.
• route choice strategy: uses the RandomPlanSelector and the ReRoute module. Typical weight: 10%.
• select-only strategy: only uses the ExpBetaPlanSelector or ExpBetaPlanChanger, with a typical weight of 80%. This helps to change back from possible bad plans to good plans, and gives some stability if the agent already has a good plan by likely selecting the same plan again.

MATSim makes it possible to change the weights of the strategies during the iterations. This can be used to start with higher weights for time and route choice in the first few iterations to quickly generate some amount of diversity amongst the plans [19]. If one is interested in economic evaluations, it has proved to be helpful to switch off the generation of new plans completely after the optimization process stabilized and let the simulation run with the select-only strategy for some more iterations (e.g. [48, 99]). This avoids having new plans being created that turn out to be bad when evaluated by the traffic flow simulation.

4.8 Analyses

As already mentioned before, the number and diversity of desired analyses is quite high. The simulation framework has thus to provide a way to easily add custom analyses. MATSim makes this possible with a combination of extension points in the Controler (see Sec. 4.2) and event handlers (see Sec. 4.5). By listening to Controler events, a custom analysis can initialize specific event handlers at startup, letting the event handlers do the data collection and possibly aggregation, and outputting the results when an iteration ends.

MATSim includes some default analyses that are automatically executed when the Controler is run. In the following paragraphs, the different analyses will be highlighted, explaining what data they generate, how the data is used and, if of interest, how the data is generated from the simulation output.

The LinkTravelTimeCalculator calculates the actual travel times for each link. As the travel times vary over the time of day, depending on the current traffic volume, the travel time calculator aggregates the link travel times into time bins, i.e. the travel times of all agents traveling along a link within a certain time window are averaged. By default, a bin size of 15 minutes is used. The router (see “ReRoute” in the previous section about replanning) queries the LinkTravelTimeCalculator to receive the link travel times required for finding the fastest routes in the network. The LinkTravelTimeCalculator analyzes the time between a pair of LinkEnterEvent and LinkLeaveEvent for one agent on a link to calculate the travel time of that agent. In case the agent stopped on that link for an activity (indicated by the presence of an AgentArrivalEvent for that agent), the calculated travel time is ignored, as it does not represent the actual travel time.

The VolumesAnalyzer measures the traffic volume per link and per hour. It does so by counting the number of LinkLeaveEvents for each link and hour. This data is written to file for comparing to real-world traffic counts. In case the real-world traffic
counts are available in a specific XML format, they can be loaded by the Controller and a comparison of simulated traffic volumes versus real traffic volumes is automatically generated and output in different formats (e.g. as text-table for further analysis in statistical applications, or a special format for interactive visualization in Google Earth [47]).

**CalcLegTimes** measures the travel times for each leg and averages the values for each activity-pair connected by a leg. Each leg builds a connection between two activities. Legs between different types of activities usually have special characteristics, e.g. it is not uncommon that legs leading from home to work take longer than the legs from home to shopping. The calculated averages are written to a simple text file for further comparison with real-world values where available.

**ScoreStats** calculates some simple statistics at the end of each iteration based on the scores of the agents plans. The statistics are written to a file and a simple chart is generated, allowing one to easily track the progress of the simulation regarding the optimization of the scores during the iterations. ScoreStast is implemented as simple observer of Controller events, going through the population at the end of an iteration, analyzing the plans’ scores.

The **Stopwatch** measures the execution times for specific tasks in the simulation, e.g. the time used for replanning, for writing files to disk, for running the traffic flow simulation. It is mostly used for the analysis of computational performance.

### 4.9 Optimizations

Computational speed is an important factor in simulations. It must be possible to calculate results in a reasonable time in order to be considered as a useful tool for engineers. Agent-based simulations offer several places at which performance optimizations can take place. But speed alone is not enough. As every simulated agent is represented as one—or more often as a group of multiple—software objects, memory consumption needs also to be respected. Even small changes to a single data structure may require a big amount of memory when several millions of agents use this data structure. To make matters worse, these two optimization directions—speed and memory—are often in opposition to each other: Higher speed could be achieved by caching more data in a suitable structure, while memory reduction can be achieved by re-calculating needed data instead of storing it. In the following subsections, some proven technologies for speed or memory optimizations are presented.

#### 4.9.1 Simulation of Samples

One technique that has positive effects on both computational performance and memory consumption is the reduction of the actual number of simulated agents. For this, a random sample is drawn from the original demand, e.g. a 10% sample. Capacities in the network need also to be adapted accordingly. A link allowing 2000 vehicles per hour with the full demand should be reduced to pass only 200 vehicles per hour in
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A 10% sample. Also, the physical space must be adapted, such that similar spillback effects can be observed on jammed links.

The sampling reduces the memory consumption of the agents linearly to the sample size. Memory used by the network and other data structures (like collected data from analyses, or complementary data for routers and other mental modules) is usually not influenced by the sample size. The computational speed is slightly influenced, although not as strongly as the memory consumption. The simulation still needs to iterate over all links and nodes, which uses a big part of the computing time. But as the number of agents is smaller, fewer events are generated and need to be processed, reducing the time needed for computing.

Using a sample requires the thoughtful interpretation of the simulation outcome. Most obviously, the counted number of vehicles in the simulation must be scaled up again to be compared to real-world traffic volumes. But due to the discretization of the space on links, it is possible that some artifacts are created in the simulation that would not happen with a full demand, especially on very short links or links with a small flow capacity. While one has to be aware of these problems, they usually do not make it impossible to usefully interpret the results of such simulations.

4.9.2 Simulating Active Regions Only

Often, a large amount of traffic happens in certain regions only (like city centers), while other (rural) regions only have very light traffic or at certain times of day no traffic at all. The simulation still iterates over all links and nodes, checking in every time step every single link and node if there are some vehicles to be moved.

The amount of computing time can be reduced if the links that have cars on them are known. Then, the simulation only needs to iterate over those links. When an agent leaves a link, the link could be removed from the “simulated links” list if no other vehicle is on that link. When an agent departs, it must be ensured that the link is activated and simulated in the next time step.

A similar logic could be applied to nodes. As the time a node is active is usually rather small (an agent needs one time step to cross a node if its target link is not jammed) and multiple links feed a node, this results in a high number of activations and deactivations of nodes. In our tests, the actual updating of the additional data structure containing the nodes to be simulated required about as much time as the simple checking of all nodes in every time step, which is why it was not implemented in the end.

The described technique is especially helpful when samples are simulated. In those cases, the probability of a link having no vehicles on it rises, allowing a higher number of links to be deactivated than with a full demand.

4.9.3 Multi-Threading

With the advent of multi-core CPUs or shared-memory machines (computers with more than one processor, accessing the same memory), concurrent algorithms become
more and more popular to reduce computing times. Before, parallel programming was often limited to high-end cluster systems. But not every problem can easily be solved in parallel, limiting the applicability of parallel execution. One part in MATSim that can easily be solved in multiple threads is the replanning. Instead of sequentially processing one agent after the other, the workload can be split onto multiple threads, each processing a subset of all agents. This leads to a nearly linear reduction of computing time during the replanning phase, depending on the number of threads.

The idea arises that the QueueSimulation could make use of threads as well to process all links and all nodes in parallel per time step. A first, very simple approach that created new threads for each simulated time step did not perform well. This was to be expected, as the ramp-up and ramp-down of threads is involved with some overhead. A second approach of re-using the threads between time steps was not feasible due to the Java memory model [92]. As every thread has its own data cache, extensive data synchronization would have been necessary to ensure a correct working of the simulation. When one thread moves a vehicle from a link to its buffer, then another thread might move that vehicle from the buffer over a node to another link. For this to work, the second thread needs to see the vehicle in the buffer. But as each thread has its own memory cache, this visibility could only be reached with extensive flushing and reloading of the thread’s caches, yielding in a worse performance than the single threaded variant. To successfully parallelize the simulation, one would have to reduce the amount of data synchronization that is required. This could be done by a complex domain decomposition, as it was done in earlier versions of MATSim [16] or by Charypar [18]. For the time being it was decided to keep the simulation single-threaded, accepting the worse performance in favor of a cleaner design, that should also be less error-prone and easier extensible with new features.

4.9.4 Compressing Route Information

As one of the goals of MATSim is the simulation of large-scale applications, using samples is not always appreciated. In addition to the number of agents, also the number of links and nodes in the network has a major influence on the memory consumption. More links, usually in networks with a high level of detail, mean that the routes agents drive along consist of more links. Thus, the average number of links in a route influences heavily the memory consumption of a simulation. Especially in scenarios with very detailed networks and a large number of agents, the amount of memory to store routes may make up a huge part of the total memory consumption (e.g. on a network with ~880 000 links and 7 million agents, it was calculated that the routes use around 75 % of the total memory used).

By analyzing the network and calculating a designated follow-up link for each link of the network, the amount of data needed to store routes can be massively reduced. The follow-up link of a link should be the one that is most likely to be taken by agents. Some heuristics for finding such links are capacity, allowed speed, number of lanes or geometry. It seems plausible that agents often continue on links with the same or a higher capacity, or on links that continue in a similar direction as the current link the
agents are on. Once such a follow-up link is identified for every link of a network, the routes only need to store the first link of a route and then each subsequent link of the route that is not the follow-up link of the previous link in the route. Fig. 4.8 shows a simple network and the lookup table containing the follow-up links for each link of the network together with two exemplary routes.

Compressing the data that needs to be stored for routes in this way yields in massive memory improvements in very large-scale scenarios. In the example mentioned above, memory consumption of routes could be reduced from about 75 % to 25 % of the total memory used, effectively saving more than half the memory. It must be noted though that this compression and decompression of the route information adds a small overhead, observable in a slightly higher runtime of the simulation.

![Network diagram with follow-up links](image)

<table>
<thead>
<tr>
<th>Link:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
<th>14</th>
</tr>
</thead>
<tbody>
<tr>
<td>Follow-up Link:</td>
<td>4</td>
<td>4</td>
<td>5</td>
<td>7</td>
<td>9</td>
<td>9</td>
<td>10</td>
<td>10</td>
<td>13</td>
<td>13</td>
<td>14</td>
<td>14</td>
<td>.</td>
<td>.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Start Link</th>
<th>End Link</th>
<th>Uncompressed Route</th>
<th>Compressed Route</th>
</tr>
</thead>
<tbody>
<tr>
<td>Route 1</td>
<td>2</td>
<td>14</td>
<td>4 7 10 12 14</td>
</tr>
<tr>
<td>Route 2</td>
<td>3</td>
<td>14</td>
<td>5 8 11</td>
</tr>
</tbody>
</table>

**Figure 4.8:** Only links deviating from the follow-up link are stored in compressed routes
Road Pricing Case Study

The work reported in this chapter was presented as Modelling and simulation of a morning reaction to an evening toll [98] at the conference Innovations in Travel Modeling 2008 in Portland, OR. Most of the following sections are excerpts from the presented paper, modified to integrate them into this dissertation.

This chapter presents a case study performed with MATSim. In the case study, the effects of a time-dependent toll are researched. The hypothetical toll is applied to the area of Zurich, Switzerland.

5.1 Introduction

The modeling of traffic tolls becomes more and more important in transportation planning as there is usually no possibility to test toll schemes in reality. Time-dependent tolls are often preferred, as they allow for more fine-grained control of traffic flows. But the modeling of time-dependent tolls requires special attention to ensure that the model stays consistent with human behavior.

Traditional transportation planning tools work macroscopically, distributing static traffic flows onto a network. While this is a well-established technology, it is not able to fully model all aspects that are of interest when modeling tolls. In particular, they usually lack any meaning of time-of-day.

Dynamic traffic assignment (DTA) explicitly models the temporal development of the traffic. Demand, however, is typically given as fixed-period (e.g. hourly) origin-destination (OD) matrices, and does, in consequence, not adapt to the toll. Adaptation would need to happen in the demand generation modules that generate the OD matrices, but that implies rather intricate coupling between demand generation and DTA.

Every model that uses single trips only will have problems predicting useful reactions of travelers that span the whole day. This is because trips in real life are embedded
in a complete day plan. This means that travelers cannot escape a toll at their will, but have to trade off between different utilities (working eight hours, being at a shop when it has opened, …) and disutilities (paying a toll, being late for work, …). Thus a toll may influence the whole day schedule of a person, and not only the duration the toll is active.

Our approach uses multi-agent simulations to model and simulate full daily plans. This allows us to research the influence of time-dependent tolls more thoroughly than traditional tools are able to.

5.2 Scenario

The scenario is the same as in [10]. It covers the area of Zurich, Switzerland, and has about one million inhabitants. The network is a Swiss regional planning network, extended with the major European transit corridors (Fig. 5.1a). It has the fairly typical size of 10k nodes and 28k links.

Figure 5.1: Switzerland network and toll links for Zurich

The simulated demand consists of commuters only that travel by car in the aforementioned region, resulting in 260k agents, all with an activity pattern home-work-home. The initial time structure has the agents leaving home in the morning at a randomly chosen time between 6am and 9am, work for 8 hours, and then returning to home. For the work activity a starting time window is defined between 7am and 9am.

We defined a hypothetical toll area that covers the inner city of Zurich (Fig. 5.1b). The diameter of the toll area is about 6km. The toll is restricted to the evening (3pm to 7pm) only, and the toll amount of 2 Euro/km is subtracted from the plan's score. Restriction of the toll to the evening is done to illustrate that the agent-based approach is able to consider ramifications throughout the whole day. In particular, it will be shown that the morning traffic is significantly affected by the evening toll. As was discussed earlier, this is an effect that a trip-based model cannot represent. The covered
area has a high density of offices and other work places, so the in-bound traffic is larger in the morning than the out-bound traffic, and vice versa in the evening.

A base case without the toll was first iterated until a relaxed state was reached. Based on this state, a new run was started with the toll switched on, again until a (new) relaxed state was reached. This allows researching the specific influence the toll has on the behavior of the travelers.

5.3 Results

A first visual validation is done by looking at the traffic volumes and velocities. Fig. 5.2 shows the velocity of agents at 5:30pm, during the toll hours. One can clearly see that there are more agents traveling around the toll area in the toll case by the traffic jams they produce.

![Figure 5.2: Travel speeds at 5:30pm during the toll time on the network: green are high speeds, red marks traffic jams.](image)

One can also compare the two runs in the morning hours at 8am. Note that at this time of the day, there is no active toll either case. As can be seen in Fig. 5.3, there are traffic jams in the base case, but none of them in the toll case. This clearly shows that the toll in the evening rush hour has an influence on the morning rush hour.

Fig. 5.4a shows the departure time distribution for the base case and the toll case. Comparing the toll case with the base case in the evening peak, one can see how the number of travelers departing from work is higher in the toll case than in the base case in the time before the toll starts. It is also slightly higher after the toll ends. However, during the time the toll is active, the number of travelers departing is lower in the toll case than in the base case.

As each traveler tries to work eight hours a day, the same characteristics can also be seen in the morning rush hour, as agents planning to leave before 3pm will also have to arrive at work earlier than the others. This leads to a general broadening also of the morning peak. Without full daily plans, there would be no difference in the morning peak.
If the peaks of departing travelers are broader but less high, this means also that there are likely fewer people traveling at the same time. Fig. 5.4b shows the number of travelers simultaneously on the road. Especially in the morning rush hour it is apparent that the area below the curve is significantly smaller than in the base case. The area below the curve can be interpreted as the total time agents spend on the road. A smaller area means that people spend less time in total traveling—and all this without a toll in the morning rush hour!

The case is a bit different in the evening rush hour. Around 4pm we actually have more travelers on the road than in the toll case. This can be explained if one remembers that the toll area is only a small part of the whole simulated area: The travelers only have to get out of the toll area before the toll starts (as can be seen in the higher number of departures and travelers between 2pm and 3pm). However, this has the consequence that there may now be more travelers outside the toll area—and that’s what can be observed in Fig. 5.4b at 4pm.

5.4 Conclusions

We have shown that the use of full daily plans in multi-agent simulations can be used to model travelers’ reactions to a time-dependent toll in a way most existing transportation planning tools are not able to. In particular, the interdependence of different trips for a single agent throughout the day is taken into account by the simulation.
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Figure 5.4: (a) Number of departures and (b) number of travelers on the road over the time of day. The red lines mark the start and the end of the time a toll has to be paid.
6.1 Mode Choice Model

The basic idea behind the mode choice model is that each agent always has at least one “car” plan and one “non-car” plan. Apart from that, plans are treated as described earlier. Since this always keeps both modes in the choice set, a decision between plans according to Eq. 4.5 is also a choice between modes.

This requires changes in many parts of the simulation framework, namely the transport simulation, the scoring of plans as well as the replanning. These changes are described in the following.

6.1.1 Generating Non-Car Plans

To generate non-car plans, an initial demand with car plans must exist already. Starting with that initial demand, the leg modes of all legs in each plan are set to “car”, and the fastest routes are calculated. Then, each plan is duplicated, changing all leg modes in the duplicated plans to “non-car”.

The duration of every non-car trip is assumed to take twice as long as the car mode at free speed, but no exact route is provided. This is based on the (informally stated) goal of the Berlin public transit company to generally achieve door-to-door travel times
that are no longer than twice as long as car travel times. This, in turn, is based on the observation that non-captive travelers can be recruited into public transit when it is faster than this benchmark [96]. For the purposes of this paper, it is assumed that all non-car modes very roughly have the shared characteristics that they are slower than the (non-congested) car mode—this will be further disaggregated in future work. In the same vein, both for car and for non-car trips there are no separate considerations of access and egress.

6.1.2 Handling Non-Car Plans in the Transportation Simulation

Currently, the simulation only supports a road-network, but no walk- or rail-network. Thus, only car legs can be truly simulated. Agents on non-car legs are teleported from one location to the next. But the teleportation is not instantaneously, but takes some amount of time, which can be stored in the legs as planned travel duration. While this does not impose any transit vehicles’ capacity constraints, it would still allow us to have individual travel times, depending on agents’ demographics or chosen non-car mode (e.g. bike, walk, transit, …). The simulation still generates departure and arrival events for non-car legs, which can be used for analyses.

6.1.3 Scoring Non-Car Plans

The scoring of non-car plans is very similar to the scoring of car plans as described in Sec. 4.6, only the marginal disutility of traveling changes. This is expressed by using $\beta_{tr,nc}$ for the marginal utility of traveling, instead of $\beta_{tr,car}$. Note once more that $\beta_{tr,car}$ and $\beta_{tr,nc}$ are not values of time by themselves, but they are additional marginal disutilities caused by traveling, in addition to the opportunity cost of time. This is consistent with econometric approaches [55].

6.1.4 Replanning With Non-Car Plans

During replanning, plans are duplicated and modified (see Sec. 4.7). This also holds for non-car plans. The only difference is that the plans deletion module makes sure that at least one plan of every mode is kept for every agent. This is to make sure that all agents keep their ability to change mode until the end of the iterations.

The above steps integrate mode choice into the replanning process that takes place iteratively with the simulation. Instead of precalculating the mode choice before the traffic assignment, as it is done in the traditional four-step process, mode choice is now treated at the same level as route choice in the traffic assignment.
6.2 Test Scenario

6.2.1 Network

To test the mode choice model, a simple test network was used (see Fig. 6.1), consisting only of a cycle of one-way links.¹ The capacity of all links except links 6 and 15 are (unrealistically) high as to minimize the influence these links have on the traffic, essentially making it possible for most agents to drive with free speed. Links 6 and 15 have reduced capacity, building a bottleneck.

6.2.2 Initial Plans

The synthetic population consists of 2000 agents. All agents have their home activity at link 1, which they initially leave at 06:00. They drive to work (located on link 20) with a car via links 6 and 15, where they stay for 8 hours, after which they drive back home to link 1 via links 21–23. The free speed travel time from link 1 to link 20 is 15 minutes. The free speed travel time from link 20 to link 1 is 39 minutes. Thus the total free speed travel time driving by car is 54 minutes or 0.9 hours.

As the agents are forced to remain on that route, the scenario converts into the well-known Vickrey bottleneck scenario [4, 117]; also see below for more details.

In addition, each agent possesses an initially non-active plan that uses the non-car mode for both trips. These trips take twice as long as by car in an empty network, i.e. 30 minutes from link 1 to link 20, and 78 minutes from link 20 to link 1. The total non-car travel time is 108 minutes or 1.8 hours. In contrast to the car travel times, these non-car travel times are not affected by congestion. The first trip starts at 06:30, so the agents will arrive exactly at 07:00 at their work place.

¹It is a simplified version of another test network that is used internally, which explains the numbering of the links.

Figure 6.1: The links of the test network with their corresponding ids and attributes. Link 15 has reduced capacity. Traffic runs clockwise, i.e. agents have their home location at link 1 and work on link 20, so link 15 provides a bottleneck.
6.2.3 Behavioral Parameters

The behavioral parameters are set and can be interpreted as follows:

- utility of performing an activity at its typical duration: $\beta_{\text{perf}} = 6$ Euro/h
- marginal disutility of coming late: $\beta_{\text{late}} = -18$ Euro/h
- additional marginal disutility of traveling with a car: $\beta_{\text{tr,car}} = -6$ Euro/h
- additional marginal disutility of traveling with non-car mode:
  $\beta_{\text{tr,nc}} \in [-10, -9, ..., +2]$ (see below)
- constant in binary logit model (Eq. 4.5): $\beta = 2$
- “typical” durations of $t_{w} = 8$ and $t_{h} = 12$ hours for work and home mean that work and home times have a tendency to arrange themselves with a ratio of 8:12 (i.e. 2:3): Assume a fixed travel time budget. In this situation, for optimality of the scoring function the marginal utilities of duration, $\frac{\partial U_{\text{perf,i}}}{\partial t_{\text{perf,i}}} = \beta_{\text{perf}} t_{\text{perf,i}}$, need to be equal for all activity types, resulting in

$$t_{h} = \frac{t_{w}}{t_{w} + t_{h}} \tag{6.1}$$

The result is only approximately correct when the overall travel time varies.

- A work start exactly at 7:00am means that (a) no utility can be accumulated from an arrival earlier than 7:00am, and (b) any late arrival is immediately punished with $\beta_{\text{late}} = -18$ Euro/h. Because of the argument made earlier regarding the opportunity cost of foregone activity time in situation (a), the effective marginal disutility of early arrival is $-\beta_{\text{perf}} t_{\text{w}} / t_{\text{perf,i}} \approx -\beta_{\text{perf}} = -6$ Euro/h. Since the effective marginal disutility of car traveling is, by the same argument, $-\beta_{\text{perf}} t_{\text{w}} / t_{\text{perf,i}} \approx -\beta_{\text{perf}} \beta_{\text{tr,car}} \approx -12$ Euro/h, the effective values of time of our study are approximately the same as the consensus values of $(-6, -12, -18)$ of the Vickrey scenario [4, 117]. The return trip has no influence since there is no congestion.

6.2.4 Simulation Results

The simulation in the test setup was run with different values for $\beta_{\text{tr,nc}}$, resulting in different mode shares. Each simulation was first run for 1000 iterations. In each iteration, 10% of the agents were modified by the time allocation module, while all other agents chose an existing plan. After that, the simulation was continued for 100 more iterations, but without time adaptation. This allowed agents to select their best plan, no longer being forced to execute (possibly bad) plans after replanning.

$\beta_{\text{tr,nc}}$ was varied from +2 to −10 in increments of −1. Fig. 6.2 shows the resulting car mode shares as dots. It can clearly be seen that an increase of the marginal disutility of traveling in the non-car mode leads to an increasing number of agents choosing car as transportation mode. In the following section, these results are validated by comparing them to the theoretical values one should expect based on the aforementioned mode choice model.
6.3 Theoretical Calculations

Because of the simulation set-up, the mode share of the car mode, $f_{car}$, follows a binary logit model:

$$f_{car} = \frac{\exp(\beta \cdot U_{car}(f_{car}))}{\exp(\beta \cdot U_{car}(f_{car})) + \exp(\beta \cdot U_{nc})}$$ (6.2)

$U_{car}$ and $U_{nc}$ are the total utilities of agents traveling either with a car or using the non-car transport mode. It is really important to note that these are utilities for the full daily plan, and not partial utilities for the mode choice contribution only. These utilities are defined according to Eq. 4.1, with only the two activities “home” and “work”:

$$U_{mode} = \beta_{perf} \cdot t_{s,h} \cdot \ln \left( \frac{t_{h,mode}}{t_{0,h}} \right) + \beta_{perf} \cdot t_{s,w} \cdot \ln \left( \frac{t_{w,mode}}{t_{0,w}} \right) + \beta_{tr,mode} \cdot t_{tr,mode} + \beta_{late} \cdot t_{late}$$ (6.3)

As mentioned before, travel times depend on the transport mode.

6.3.1 The Non-Car Mode

Taking the “activity duration ratio” Eq. 6.1 together with the time budget equation

$$t_{h,nc} + t_{w,nc} + t_{tr,nc} = 24 \ h ,$$

one obtains for people using the non-car mode:

$$t_{h,nc} = (24 \ h - t_{tr,nc}) \cdot \frac{t_{s,h}}{t_{s,h} + t_{s,w}}$$ (6.4)

$$t_{w,nc} = (24 \ h - t_{tr,nc}) \cdot \frac{t_{s,w}}{t_{s,w} + t_{s,h}}$$ (6.5)

At this point, all variables for Eq. 6.3 for the non-car mode, assuming on-time arrival, are expressed in the parameters of the simulation.

6.3.2 The Car Mode

For car users, the calculation is more complex. Following [4, 117] we will assume that at the end of the day every agent will have experienced the same total utility: While some may spend more time traveling (by being stuck in a traffic jam) but arrive at the right time at the work place, other agents may decide to leave early, traveling the whole route with free speed but also arrive at work early, foregoing any utility by performing an activity because the work place is still closed. Other agents again may stay longer at home, traveling after the jam has disappeared, arriving late at work and receiving the schedule delay penalty for that. One can obtain results by just looking at the first and the last agent to arrive at work. When equating Eq. 6.3 for these two, the travel time drops out because it is the same for both, and one arrives at

---

2This statement is, in fact, only correct when the number of car plans is equal to the number of non-car plans for every agent. See the end of the section for a comment on this.
\[
\beta_{perf} \cdot t_{s,h} \cdot \ln \left( \frac{t_{h,car} - t_h}{t_{0,h}} \right) + \beta_{perf} \cdot t_{s,w} \cdot \ln \left( \frac{t_{w,car} - t_w}{t_{0,w}} \right) = \beta_{perf} \cdot t_{s,h} \cdot \ln \left( \frac{t_{h,mode}}{t_{0,h}} \right) + \beta_{perf} \cdot t_{s,w} \cdot \ln \left( \frac{t_{w,car}}{t_{0,w}} \right) + \beta_{late} \cdot t_{late},
\]

where the LHS refers to the person who arrives early, and who suffers \( \tau_h, \tau_w \) reductions of his/her activity durations. After linearization and dropping terms that cancel out, this becomes

\[
-\tau_h \cdot \beta_{perf} \cdot t_{s,h} \cdot \frac{1}{t_{h,car}} - \tau_w \cdot \beta_{perf} \cdot t_{s,w} \cdot \frac{1}{t_{w,car}} \approx \beta_{late} \cdot t_{late},
\]

From the optimal time allocation, Eq. 6.1, one infers that also for the time deductions \( \tau_h, \tau_w \) one needs \( \tau_h/\tau_w = t_{s,h}/t_{s,w} \) and therefore \( \tau_h = t_{early} \cdot t_{s,h}/(t_{s,h} + t_{s,w}) \) and \( \tau_w = t_{early} \cdot t_{s,w}/(t_{s,h} + t_{s,w}) \). Taking this and once more Eq. 6.1 directly, one obtains, after some algebra

\[
t_{early} \cdot \beta_{perf} \cdot \frac{t_{s,h}}{t_{h,car}} \approx |\beta_{late}| \cdot t_{late}, \tag{6.6}
\]

where it was also invested that \( \beta_{late} \) is assumed to be negative. In addition, one has the equation for the bottleneck,

\[
t_{early} + t_{late} = \frac{|A| \cdot f_{car}}{C_b} \tag{6.7}
\]

where \( |A| \) is the total number of agents, \( C_b \) is the flow-capacity of the bottleneck, and \( f_{car} \) the share of car users. The equation states that the capacity of the bottleneck is exactly enough to serve all agents between the first and the last. Inserting Eq. 6.6, one obtains

\[
t_{early} \approx \frac{|\beta_{late}| t_{h,car} + \beta_{perf} t_{s,h}}{|\beta_{late}| t_{h,car} + \beta_{perf} t_{s,h} + |A| \cdot f_{car} / C_b} \tag{6.8}
\]

The optimal activity durations for the “early” agent are, similar to Eq. 6.4 and 6.5:

\[
\begin{align*}
  t_{h,car} + t_{w,car} + t_{tr,fs} + t_{early} &= 24 \text{ h} \\
  t_{h,car} &= (24 h - t_{tr,fs} - t_{early}) \cdot \frac{t_{s,h}}{t_{s,h} + t_{s,w}} \tag{6.9} \\
  t_{w,car} &= (24 h - t_{tr,fs} - t_{early}) \cdot \frac{t_{s,w}}{t_{s,w} + t_{s,h}} \tag{6.10}
\end{align*}
\]

where \( t_{tr,fs} \) is the free speed travel time by car. Substituting \( t_{h,car} \) from Eq. 6.9 into Eq. 6.8 leads to an equation that only contains \( t_{early} \) and \( f_{car} \) as unknowns. One can see that the resulting equation contains the square of \( t_{early} \). Solving that resulting equation provides two solutions for \( t_{early} \), of which only one is useful, as the other one leads to negative times for either \( t_{early} \) or \( t_{late} \) in Eq. 6.7. Thus at this point one knows \( t_{early} \) and in consequence \( t_{h,car} \) and \( t_{w,car} \) as functions of \( f_{car} \). The expressions can be written down, but are rather long and not easy to interpret.
6.3. Theoretical Calculations

6.3.3 The Complete Mode Choice

Recall that we are interested in an expression that relates the mode share, \( f_{\text{car}} \), and the additional marginal disutility of the non-car mode, \( \beta_{\text{tr,nc}} \). What we have at this point is:

- We can compute the utility of the optimal non-car plan as a function of \( \beta_{\text{tr,nc}} \).
- We can compute the utility of the optimal car plan as a function of \( f_{\text{car}} \).

What remains is to insert these expressions into Eq. 6.2, which can also be written as

\[
U_{\text{car}} = \frac{1}{\beta} \cdot \ln \left( \frac{f_{\text{car}}}{1 - f_{\text{car}}} \right) + U_{\text{nc}}
\]

Substituting \( U_{\text{car}} \) and \( U_{\text{nc}} \) with Eq. 6.3, one gets:

\[
\beta_{\text{perf}} \cdot t_{s,h} \cdot \ln \left( \frac{t_{h,\text{car}}}{t_{0,h}} \right) + \beta_{\text{perf}} \cdot t_{s,w} \cdot \ln \left( \frac{t_{w,\text{car}}}{t_{0,w}} \right) + \beta_{\text{tr,car}} \cdot t_{\text{tr,fi}} = \frac{1}{\beta} \cdot \ln \left( \frac{f_{\text{car}}}{1 - f_{\text{car}}} \right) + \beta_{\text{perf}} \cdot t_{s,h} \cdot \ln \left( \frac{t_{h,\text{nc}}}{t_{0,h}} \right) + \beta_{\text{perf}} \cdot t_{s,w} \cdot \ln \left( \frac{t_{w,\text{nc}}}{t_{0,w}} \right) + \beta_{\text{tr,nc}} \cdot t_{\text{tr,nc}}
\]

Recall that for the car mode we are considering the “first” (= most early) agent; the term regarding late arrival is thus dropped.

More variables can be substituted in Eq. 6.12 by their corresponding calculations in the previous equations. While it could still be solved analytically, it once more gets quite complex and not easily readable.

Evidently, \( \beta_{\text{tr,nc}} \) can be isolated in Eq. 6.12, but not so \( f_{\text{car}} \) if one remembers that \( f_{\text{car}} \) is also part of \( t_{\text{early}} \) which is used to substitute \( t_{h,\text{car}} \) and \( t_{w,\text{car}} \) (Eq. 6.8–6.10).

Extracting \( \beta_{\text{tr,nc}} \) and plotting it as a function of \( f_{\text{car}} \) ranging from 0 to 1, one gets the line shown in Fig. 6.2. Comparing it with the simulation (dots), one can see the results are very similar. Only small variations can be seen, likely due to the discrete size of agents in the simulation as well as the not completely predictable behavior of random numbers used in the simulation. Additionally, the calculations assume that every agent has an optimal plan, which cannot be guaranteed in the simulation.

The fact that in spite of the noise the mode choice curve is “steeper” in the simulations than in the analytical calculations is due to the learning algorithm: If for an agent one mode is clearly better than the other mode, than that mode will have more plans than the other mode. This gives an additional statistical advantage to the better mode, making the curve more steep.

Overall, one finds that the mode choice model is in excellent agreement with the theoretical calculations. This, on the one hand, verifies the implementation of the model. On the other hand, it means that, to an extent, it is possible to understand analytically what the simulation does, which will help to uncover and understand the economic and behavioral principles embedded in the implementation.
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6.4 Large-Scale Application

The mode choice model was also applied to a large-scale, real-world scenario. We used the area of Zurich, Switzerland, for this application, which has about 1 million inhabitants. The following paragraphs only give a simplified description of the scenario. A full description of the scenario can be found in [22].

The network used is a Swiss regional planning network that includes the major European transit corridors. It consists of 24,180 nodes and 60,492 links.

The simulated demand consists of all travelers within Switzerland that are inside an imaginary boundary around Zurich at least once during their day [22, 120]. All agents have complete day plans with activities like home, work, education, shopping, leisure, based on microcensus information [103, 104]. The time window during which activities could be performed was limited to certain hours of the day: work and leisure could be performed from 06:00 to 20:00, shopping from 08:00 to 20:00, while home and leisure had no restrictions. Unlike the sample scenario described in the sections above, there is no punishment for being late. This was not possible because agents could split their work activity into two or more parts, e.g. one in the morning and one in the afternoon. In such a case it would be complicated to specify when an agent starts an activity late or not.

To speed up computations, a random 10% sample was chosen from the synthetic population for simulation, consisting of 181,725 agents. In this large-scale application, the agents could not only perform time adaptation as described in a previous sections, but could also do route adaptation, which is essential for the car mode. For comparison,
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the same scenario was run with the pre-calculated mode choice (see [22]). Simulated traffic volumes were compared with the hourly traffic volumes from 159 real-world counting stations. Fig. 6.3 shows, in red, the mean relative error between hourly flows in reality and hourly flows from the simulation. The left figure contains the result from the fixed, pre-determined mode choice, the right figure the result of the new adaptive mode choice which was explained in this paper. One notices a quite distinct reduction in the average error, from about 40% to about 30%. Also the absolute bias, in blue, is reduced.

![Figure 6.3: Comparison of simulated traffic volumes with real-world counts. Note different scales on y-axis](image)

For the large-scale tests, the marginal disutility for the car mode, $\beta_{tr,car}$, was set to –6 Euro per hour, while the marginal disutility for the non-car mode, $\beta_{tr,nc}$, was varied between 0 and –6. An interpretation of this might be that measures are discussed that change the attractiveness of the non-car modes, leaving everything else, including the travel times, constant. An obvious concrete example would be fare changes. And the importance of the results at this point is not so much the magnitude of the response itself, but the fact that the model displays the interaction between activity timing and mode choice. Fig. 6.4 shows the number of agents en route with cars over the time of day. It can be clearly seen that the number of car users decreases the lower the travel marginal disutility for the non-car mode gets. The peaks at 6am and 8pm are due to our opening time restrictions.

Figure 6.5a shows all departures as a function of the time-of-day, for different values of $\beta_{tr,nc}$. Since demand itself is inelastic, the area under all the curves is the same. One notices, however, a shift towards the peak periods when the marginal disutility of the non-car mode is reduced. Together with further results, discussed below, the reason is that, because of people moving away from the car, the peak period is less congested, meaning that other car-users re-adjust their schedules towards the peak hour.

Non-car departures (Fig. 6.5b) show the expected behavior: More non-car departures at all times as a function of a reduced marginal disutility.
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Figure 6.4: Car en route in large-scale scenario over time of day with different marginal disutilities for traveling with non-car modes.

Figure 6.5: Number of agents departing per 15 min over time of day.
Outside the time from 6am to 6pm, the non-car share is markedly lower than during the day. This is due to the fact that during those times there is little car congestion, thus making the car more attractive.

6.5 Further Steps

At the moment, only one transport mode can be used for the complete plan. That is, all trips of a given day need to be done by the same mode. While the data structures, file formats and simulation could deal with different transport mode per leg, there are some conceptual points that we want to solve first before applying mode choice to a subtour level.

The simulation setup would allow to have different $\beta_{tr,nc}$ over the time of day, as every trip has a departure time. This could be used to model a changing attractiveness to use the non-car modes during a day. One example might be to improve the quality of service in transit in the late evening or night hours, resulting in a lower absolute marginal disutility during that time of day.

An improved router for non-car modes would improve results. Possibilities are the usage of transit schedules instead of the “double free speed travel time” assumption currently used. Currently, that assumption makes the non-car mode highly unattractive for long distance trips. This will likely change by using more realistic travel times, especially for long distance trips that are served well by fast trains.

The simulation should not only teleport agents with non-car mode, but actually simulate them as well. Different aspects of this would be important to include, say, public transport vehicle overcrowding effects, or the effect of public transport being caught in car congestion. It would require to add transit vehicles, bikes and other means of transport, together with their characteristics, schedules and so on.

A car ownership model, or arguably a life style model, could be added in the demand modeling. This would reduce the choice between car and non-car mode to travelers that actually have access to a car. A preliminary attempt to do this for the Zurich scenario did not lead to improved results with respect to the real world traffic counts. This was presumably due to the fact that the car ownership model was based on zonal characteristics, while the mode choice model of our simulation at least on the car side picks up very detailed accessibility issues. It becomes quite clear that the behavioral basis of all relevant decision models needs to be consistent.

6.6 Conclusion

It was shown how to include a non-car mode into a multi-agent transport simulation with relatively few conceptual changes. The non-car mode was integrated by giving every agent two initial plans, one using the car for all trips, and one using the non-car mode for all trips. The non-car trips are assumed to use up twice as much travel time as the uncongested car mode. Travelers can then, in the simulation, adjust times and car routes; the performance of the resulting plans is scored after execution in the traffic flow
simulation, based on a utility function that includes positive utility for performing an activity, different negative utilities for traveling by different modes, and opening times outside which no utility for performing an activity can be accumulated.

The model was first tested in a simplified scenario based on the famous Vickrey bottleneck example. The non-car mode was used as an alternative to the congested car mode. It was shown that the analytical calculation and the simulation model produce the same results when looking at the mode split as a function of the non-car mode marginal disutility.

The model was then applied to a realistic real world example for the Zurich metropolitan area. The reaction of users to changes in the non-car marginal disutility was analyzed in some detail, including temporal reactions. Adding the mode choice to the large-scale scenario improved the realism of the scenario when comparing the simulated traffic volumes to data from counting stations.
7 Design of the Agent-Based Transit Simulation

7.1 Goals and Features

The simulation of transit can have different goals, as it was already mentioned in chapter 3. In Sec. 4.4 it was discussed that one has to carefully decide—based on the desired goals—to what detail the traffic flow should effectively be simulated and what simplifications should be used, such that an adequate computational performance results. This also holds true when implementing (or integrating) a transit simulation.

In this work, the main reason to implement a transit simulation is to extend the realism of a (general) transportation simulation that includes behavioral decisions. Some motivation for this was given in chapter 5, where also the short comings of a simulation not taking transit into account were shown. This is in contrast to other tools that focus stronger on the detailed operational simulation of transit traffic, or even specializing on rail traffic only (e.g. OpenTrack [75]).

The following list gives an overview of desired features for the transit simulation, adding to the features of the existing traffic flow simulation:

- Movement of transit vehicles on the network
- Interaction of transit vehicles with private cars on roads
- Transit vehicles move according to a transit schedule
- Simulation agents can decide, which transportation system they want to use
- Simulation agents can board and alight transit vehicles
- Transit vehicles have capacity constraints
- Fares paid by agents must be tracked somehow

The limitation to this feature list forbids the implementation of some other aspects. E.g. a detailed track occupancy analysis will not be possible, nor will it be possible to model different type of controls of the transit vehicles (e.g. signal along the rails versus
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showing signals in the driver’s cabin as it is done in high speed trains according to the European Train Control System – ETCS).

Still, the implementation should offer enough flexibility such that it can later also be extended to include additional features, like:

- Using detailed driver schedules for the simulation, where drivers can also change vehicles and lines during their work shift.
- Using vehicle schedules, such that delays on one course are carried forward to other courses as well.
- Implementing paratransit-like traffic, that does not follow a strict schedule.
- Implementing a wide variety of fare structures

The features mentioned above mostly relate to the traffic flow simulation only. To be able to fully use those possibilities in the traffic flow simulation, the surrounding simulation framework must also be extended. In the replanning part, if agents choose transit as transportation mode, a Transit Router must generate expedient routes using the transit transportation mode leading from one place to another. The Scoring function must be adapted to account differently for the time spent traveling in the transit, and should also take into account additional cost terms like fares, number of line changes, maybe even differentiating between time spent in vehicles and time spent waiting on a platform, or if the agent could sit or had to stand in the vehicle. In the end, some transit specific analyses may be implemented for better understand of the simulation outcome.

7.2 Data

In chapter 2, an overview was given of data available or used in real-world (see Table 2.1). This section will look in more details at the data required by the extended traffic flow simulation. For data structures already existing within MATSim it will be shown how they can be adapted to be suitable for the needs of a transit simulation. For data structures yet missing, the influences for the design will the discussed and the final design presented.

7.2.1 Network

The network describes the physical infrastructure available. Previously, it only represented the road network where cars could move around. Now, the network description must be extended to include multimodal aspects. To differentiate only between roads and rails is not sufficient. Not only have cars and trains to be distinguished, but e.g. also cars and buses, that can share a common road or not. In addition, links may exist that are both roads and rails, as it is the case for most streetcars. Given the existing structure of networks in MATSim, the primary step towards a multimodal network is the inclusion of an additional attribute for each link, listing the transportation modes that are permitted on each link.
If the list of allowed transportation modes varies between different lanes of the same street (e.g. a bus-lane), this must be modeled as multiple links in the network. Fig. 7.1 shows an example how a real-world situation could be modeled in the network.

Each link has attributes, describing physical aspects (like its length or the number of lanes) as well as traffic related ones (like the flow-capacity or free speed). Although these attributes were once added to describe car traffic, they are also suitable for describing transit traffic in the queue model. Flow-capacity and physical space is measured in private car equivalents. Buses, streetcars and trains can also have a corresponding car equivalent assigned, causing them to allocate more space on a link than a regular vehicle.

### 7.2.2 Population and Routes

MATSim distinguishes already for a long time between legs driven with a car and legs not driven with a car, by assigning each leg a transportation mode. In the past, the traffic flow simulation just ignored all legs not carried out with a car. Each leg contains a route, describing how the agent should be moved around by the traffic flow simulation. To fully support the transit simulation, only this route information must be adapted, so the traffic flow simulation has all the data to move the agent around using transit offerings.

For car legs, the route currently describes the list of nodes an agent has to cross to reach its destination. At each node, the agent checks all outgoing links to find out which one leads to the next node. So, a route for car legs specifies a way through the
road network, and is thus also called a network route.

For transit legs, such a route description is not practical, as transit users do not necessarily need to know what turns the vehicle they are in has to take to reach the next stop. For a passenger it is enough to know at which stop to board a transit vehicle of a specific transit line and at which stop to alight it. So, the data triple entry stop, transit line, exit stop is sufficient to describe the route of a transit user. Note the distinction between transit drivers and transit users: A transit driver needs a network route, but not the transit users.

7.2.3 Transit Schedule

The transit schedule is the central data structure regarding the simulation of transit. It contains information about one or more transit lines, their detailed routes, the stops approached on each route, and the departure time for each course along a route. The data can be split into two parts. The first part describes infrastructure, namely stop facilities, while the second part describes the services offered.

The stop facilities describe the locations where passengers can board and alight transit vehicles. Besides a unique identifier, stop facilities also have a coordinate used for estimating walk distances for agents or for finding the nearest stops at some place. An additional reference to a link from the network is used to specify on which link the stop can be reached by transit vehicles.

A transit line corresponds to a bus line, subway line or other “line” of a transit system. In the real world, a transit line often has a number or color associated (e.g. the “red” subway, bus 32, etc.). In the model, a transit line has an identifier and can have multiple transit routes.

A transit route describes one specific route of a transit line, including its time profile. The time profile describes how long it takes (or better: it is planned to take) to travel from one stop to the next. This information is used to project the departure time of one course onto arrival and departure times of the same course on later stops. Most transit lines have at least two transit routes, one in each direction. As the travel time during peak and off-peak hours may differ—either because of higher demand and thus higher stop times, or because of more dense traffic on roads, slowing buses and other vehicles with non-dedicated tracks down—the number of transit routes may increase further if the different travel times are anticipated in the schedule. In addition, some lines may not operate on the full extent of the line in off-peak hours, leading to additional transit routes for a transit line. The route is described twofold: once as a list of transit route stops, and once as network route. The latter is used by the driver of the transit vehicle, while the former is required such that passengers can do route planning.

Departures are stored for each transit route. A departure specifies at which time a vehicle starts the associated transit route. The vehicle can be specified as well, making it possible to use vehicles with different capacities according to the time of day (e.g. peak/non-peak hours).

Each transit routes contains an ordered list of transit route stops. A route stop
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references to a stop facility for its exact location, and contains arrival and departure time offsets. These offsets are relative to a departure time and build the time profile of a transit route.

The data is structured hierarchically, with many 1:n relationships. Example: One transit schedule can consist of multiple transit lines, one transit line contains several transit routes, and each route usually has several departures. Fig. 7.2 shows the structure of the transit schedule as entity-relationship model [21], drawn in UML syntax [93].

MATSim provides writers (and matching readers) to store the data to a file on disk. The file format is based on a custom XML grammar [121]. This approach is widely used throughout MATSim and has proven to be useful and powerful. Appendix B includes the full document type description (DTD) of the specified file format as well as an example of a transit schedule file.

The described structure relates closely how other tools store schedules. PTV VI-SUM [91] differentiates between routes (as a list of route stops) and time profiles (which reference the route stops), whereas the aforementioned data structure stores the time profiles directly in the route stops. On the one hand, separating route and time profile allows one to have multiple time profiles for the same route, giving a route a strong meaning. On the other hand, the additional hierarchy makes the data structure much more verbose (especially when written to file) and more complex due to the additional references from the time profile to the route stops. VISUM stores the data in flat ASCII tables, similar to a relational database schema.

The Association of German Transport Operators (Verband Deutscher Verkehrsunternehmen, VDV) publishes recommendations called ÖPNV data model [114, 115] that describes data structures and file formats for the exchange of transit related data. As the structures are mainly designed for data exchange, the number of tools that use the file formats natively is limited. Also, the recommendation dealt only with database structures in a first version for data exchange, before defining ASCII data formats in a later version. Still, it influenced the design of data structures in other tools such that a high level of compatibility could be reached, and "compatibility with the ÖPNV
Data Model” is often claimed. The model, often also just called VDV data model, defines lines and route sequences (corresponding to list of ordered stop facilities), similar to MATSim or VISUM. The schedule is given as journeys with a departure time and assigned to routes and lines.

The Berlin Transit Company BVG used BERTA, as system developed by IVU [53], to manage its data and plan their services. BERTA allows to export data into hierarchical XML files, that resemble closely to the format specified by the aforementioned ÖPNV data model. A more detailed description of the format can be found in [111], where a transit router based on that data was developed.

Another format for transit schedules is HAFAS [49], which is widely used in many European countries. Despite its wide-spread usage, information about the “HAFAS Rohdatenformat” (HAFAS raw data format) is scarce. One of the few, good descriptions of the format can be found in the VISUM manual [91], where the import process of HAFAS data is explained. The data is given in multiple ASCII text files without fixed naming convention. The files contain information about operators, stops, vehicles, schedules and other, additional information. In contrast to many other data structures, schedule information is not hierarchically organized. Instead, single courses are listed in tables together with the stations they stop, time information and line information used for recognition of the course. This format may be explained by the fact that HAFAS data is mostly used for querying the schedules, e.g. in route-finding applications. For operational planning, the data will be most likely available in other tools that in the end output the HAFAS data format, or the HAFAS data may need to be analyzed and aggregated first before using it for operation planning purposes.

7.2.4 Additional Transit Data

In practice, a lot of additional data is used to manage and analyze transit operations. Such data compasses drivers’ and vehicles’ schedules, transit fares, passenger counts per line-segment, alternative schedules in the case of emergencies or blockages, and other data.

In this thesis, such data is not considered in more detail. The shown concepts and provided framework although are designed in such a way that the inclusion of additional data like passenger counts, fare structures and drivers’ or vehicles’ schedules should be doable without problems.

7.3 Traffic Flow Simulation

7.3.1 Overview

Up until now, the traffic flow simulation had to deal only with agents that either drove a car themselves (see Sec. 4.4), or that were teleported to their destination (see Sec. 6.1.2). Now, a third kind of agent movements needs to be added, namely to ride on a vehicle without steering it. While an agent riding along with a car does not need to know the exact route (as opposed to the driver), the travel time still depends on the current state
of the network (unlike agents being teleported).

Sec. 4.4.3 detailed the messages passed between elements of the traffic flow simulation (QueueSimulation, QueueNode) and the driving agent. The flow of messages show in Fig. 4.6 are only appropriate for agents driving a car on their own. Drivers of transit vehicles must take care of stops and interact with passengers, and passengers must decide which vehicle they want to board and where they want to alight. The new, transit specific interactions are as follows:

- **passenger – simulation**: A passenger, moved around by the simulation, must be able to reach a stop location and wait there for the arrival of a vehicle of the desired line. Also, a passenger must be able to start a new leg when exiting a transit vehicle, e.g. walking away to its next activity location, to a parked car, or to another nearby stop location for switching lines. These all are movements which are controlled by the traffic flow simulation.

- **transit driver – simulation**: The simulation has to recognize transit vehicles and give the drivers the possibility to handle transit stops along their route. As the drivers may stop their vehicles for some amount of time to let passengers enter and exit, the simulation also needs to take care whether the transit vehicle blocks the street, accumulating other vehicles behind it, or not.

- **transit driver – passenger**: Once a transit vehicle halted at a stop, passengers can alight or board the vehicle. This interaction is considered as an interaction with the passenger and the transit driver, and not the transit vehicle, as the driver has the “intelligence” and steers the car, thus defining the line the vehicle serves. Also, the driver is usually responsible for the safety of the passengers, maybe denying additional boarding when a vehicle has already reached its passenger capacity.

### 7.3.2 Initialization

Transit drivers are initialized based on the transit schedule, along their vehicles. For every departure, a driver and a vehicle is created. The driver receives one plan with exactly one leg, leading from the start of the route to its end, departing at the specified time. In addition, the driver is also informed about the stops along its line. At the end of the initialization, the transit driver is added to the QueueSimulation with a call to `scheduleActivityEnds()` (see Sec. 4.4.3). If drivers’ schedules were available, drivers could be initialized with more than one leg, representing the different courses and routes they have to serve.

Passengers, i.e. the “normal” agents, can be initialized the same way as before. They are initialized with a day plan and schedule their activities’ ends with the QueueSimulation, as shown in Fig. 4.5. Changes will only be necessary once they start a non-car leg.

The simulation initializes a data structure to keep track of agents waiting at stops. For each stop, a list is maintained where agents waiting for a specific transit line are added to. Only one list is used per stop, even if the stop is served by more than one transit line.
7.3.3 Handling Stops

As it was outlined in Sec. 7.3.1, the traffic flow simulation is responsible for giving the transit drivers the possibility to handle stops. As was seen in Sec. 4.4, the QueueSimulation uses the so-called queue model to represent links. While this offers a comparably high computational performance over other models, it limits the amount of details that can be simulated on a link. Essentially, interactions can only take place at the very start of the link, when a vehicle is added to the queue, or at the very end of the link, when a vehicle is about to leave the queue. This implicates that transit drivers can only handle stops at one of those two occasions.

Agents departing from an activity—or arriving at one—are added to or removed from a link at its end in the current implementation. For reasons of consistency, the simulation lets transit drivers handle stops also at the end of a link. Thus, the location where agents board and alight transit vehicles is, in the model, the same location as where their legs with a different transportation mode would start or end.

Fig. 7.3 shows a conceptual sequence diagram how the traffic flow simulation enables transit drivers to handle stops. When moving vehicles from the queue to the special buffer used to identify those vehicles that are allowed to pass the next node (see Sec. 4.4.3), the simulation first checks if the vehicle's driver is a transit driver. If this yields true, the driver is queried for its next planned stop. If that stop is located on the link the vehicle is currently located on, then the stop can be handled. For this, the method handleStop() of the transit driver is called. The driver has then the possibility to let people out and in of the vehicle, and returns the time how long the vehicle remains blocked until it can continue on its course (delay). This delay can depend on the number of passengers alighting and boarding, can include some fixed amounts of time (e.g. for opening and closing doors) and other aspects. If a driver is too early at a stop (e.g. due to fewer than anticipated passengers and thus, shorter stop times), it can also return a delay that holds the vehicle longer at the stop then essentially needed for the change of passengers, in order not to depart too early at the stop.

If a transit driver returns 0 (zero) as delay, the vehicle is moved to the link's buffer, so it can be moved over the node to another link later. If the delay is larger than zero, it means that the vehicle remains at the stop for the specified time. The simulation has then two possibilities to proceed.

If the vehicle is blocking the link (effectively an attribute of the stop facility, as it depends on the physical geometry of the stop), the vehicle is left in the link's queue, but the vehicle's earliest link exit time is adapted to include the specified delay. When the queue is checked again in the next time step, the transit vehicle will still be front most in the queue, but not handled as its link exit time is still in the future, effectively blocking also the cars behind it.

If the vehicle is not blocking the link (e.g. when a bus stop is located in a special pocket along the road), the transit vehicle is removed from the queue and inserted into a special transit vehicle list. In addition, the vehicle's earliest link exit time is also adapted to include the specified delay. This special transit vehicle list is checked in each time step as the very first action for transit vehicles whose link exit time has been reached.
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If such vehicles are found, they are removed from the list and added to the front of the link's regular queue. This allows them to be treated normally as other vehicles, moving the vehicle eventually to the buffer if all other conditions (like a sufficient, remaining flow capacity in this time step) are fulfilled.

It must be noted that in both cases (blocking other traffic or not), the vehicles either remain in or are added to the link's queue at some point of time. This means, that the vehicles will be treated once more the same way as before. This, maybe surprising, fact is quite essential. Imagine a number of people waiting at a bus stop. When the bus arrives in the model, the driver counts the people who want to board the bus and thus calculates the delay. Now, while the agents are boarding, additional people could reach the stop. In reality, they would just enqueue and board the bus as well. In the model, the driver is not informed about agents arriving at a stop, possibly driving away while these people would wait at the stop. By handling the transit vehicle a second time exactly the same way as before, the driver can detect the newly arrived passengers and return an additional delay to allow them to enter the vehicle as well. This also makes the semantic very clear, when a transit vehicle can depart from a stop: Only if the driver returns a delay of 0 (zero), meaning no more entries or exits take place, the vehicle is moved to the link's buffer, and can thus be moved over the next node. Naturally, the driver has to take more care calculating the stop delays when it can be called multiple times to handle one stop. Parts of the delay not depending on the number of passengers should likely only be included in the delay the first time the stop is handled and not every time.

The transit driver is also responsible to generate events whenever it handles a stop. Every time the driver arrives at a stop facility, it generates a `VehicleArrivesAtFacilityEvent`
that contains the current time, the vehicle's id and the id of the stop facility. After passengers have left or entered the transit vehicle and the bus is ready to depart (returning 0 from a call to `handleStop()`, the driver must also generate a `VehicleDepartsAtFacilityEvent`, containing the same amount of data as the corresponding arrival event.

### 7.3.4 Handling Transit Rides

In the model, each transit leg starts and ends at a transit stop facility. This is comparable to the assumption that every car leg starts and ends at the parking location of the car. The time to access these locations (either the stop facility or the parking facility) is ignored, unless it is explicitly modeled with a walk leg.

Whenever an agent is handed over to the traffic flow simulation with a call to `agentDeparts()` (see Sec. 4.4.3), the simulation now first checks with which mode the leg needs to be handled. If the leg has the mode set to "car", it is added to its departure link as described in the aforementioned section. If the leg has one of the supported transit modes, the agent is added to the stop's list of waiting passengers. In all other cases, the agent is added to the teleportation list of the simulation (see Sec. 6.1.2). Fig. 7.4a visualizes this process as an UML sequence diagram.

When a transit vehicle arrives at a stop and the driver's method `handleStop()` is called (see previous subsection), the driver checks the list of the waiting passengers at that stop, querying every agent if it wants to board the vehicle (`transitLineAvailable()`, see Fig. 7.4b). If this is the case, the driver ensure that the passenger is removed from the stop's passenger list and added to its vehicle's passenger list. The driver queries as many agents as the list contains, or until the passenger capacity of its vehicle is reached.

Also while at a stop, the transit driver asks each of the vehicle's passenger if s/he wants to get out (`arriveAtStop()`, see Fig. 7.4c). Agents about to leave the vehicle have their leg ended. They are removed from the vehicle as passenger, informed that they are now located at the stop's link (`teleportToLink()`), this is required as agent implementations may try to validate the locations they are at, but are naturally not aware of where the transit vehicle has driven along) and have finally officially their legs ended (`legEnds()`), allowing them to start the next activity at the location.

Note that in the implementation, passengers are first to leave the vehicle before new agents can board. This order is required to allow the maximum passenger capacity to be reached. Also, during their ride, agents do not know their current location. If one is interested in the exact location or the link the agents are currently on (e.g. for visualization), one needs to keep track which vehicle an agent entered and query the location of the vehicle instead. This can be done using events generated by the simulation.

In addition to the steps outlined above, the simulation creates special events for each agent boarding or leaving a transit vehicle. The events contain the time, the vehicle's id and the agent's id. This information may be later used for analysis purposes.
7.3. Traffic Flow Simulation

Figure 7.4: Sequence diagrams of the relevant parts for handling transit rides
7.4 Transit Router

Simulating transit traffic is one thing. But as mentioned earlier, each transportation simulation needs a demand it can simulate. The demand for an agent-based transit simulation consists of agents that use the transit offerings to get from one location to another. The transit router is responsible for calculating and assigning agents useful routes using the given transit offerings, and is used during the initial demand preparation and the replanning phase of MATSim (see Sec. 4.7).

7.4.1 Overview

Finding the best transit connection is a complex topic. Besides the obvious problem that every traveler may have different perceptions of waiting time, transfers, availability of free seats and other qualitative criteria, the task itself of finding the best connection given a fixed set of parameters is challenging. Real-world applications like the route finders available from many transit operators on the Internet even output multiple variants for one query, letting the customer decide which connection suits its needs best.

Within MATSim, several student projects have had a look at transit routers. Two notable works included also the implementation of such routers: Maier [65] implemented a transit router in C++ working with collected data for the region of Zurich, whereas Titze [111] used data from Berlin to implement a transit router in Java. Both projects were used to gain insight into the problems of transit routers, such as the representation of the network and the resulting complexity, but were rather “stand-alone” and not tightly integrated into the MATSim framework.

As this thesis concentrates more on the aspects of the traffic flow simulation, only a basic router was implemented that could be used during the replanning phase to run multiple iterations of the simulation. The implemented transit router uses a modified variant of Dijkstra’s shortest path algorithm [32] to find the best connection on a graph representing the transit offerings. This graph, in the following also called transit network, is created from the data available in the transit schedule and represents a logical topology, in contrast to a road network that usually represents a physical topology.

As the router will be used as one mental module among others (see Sec. 4.7 about other mental replanning modules), it is possible to apply some simplifications usually not found in other transit routers. These simplifications are all based around the fixed departure time: In the simulation, the agents have a fixed point in time at which they end an activity. Starting from that point in time, the agents are interested in the next available connection that brings them to their target location at the earliest time possible. This is different from the way many people plan their trips in reality. Often people will decide to re-schedule their departure by some amount of time if they can take a faster (in the sense of total travel time) connection instead. In the simulation model, an agent may decide to take a big detour if it arrives a few minutes earlier than a direct connection for which the agent would have to wait a longer time.

While this may not seem realistic or useful at a first glance, it matches well with the
modular and iterative concept of MATSim, where the combination of simple modules generate a useful outcome. Using a module that modifies the departure times of agents (TimeAllocationMutator, see Sec. 4.7) may likely result in an agent finding the most useful connection between two locations including an improved departure time.

### 7.4.2 Transit Network Generation

The network the router operates on is generated from the data given in a transit schedule (see Sec. 7.2.3). Each transit route stop builds a node of the network, and for each transit route corresponding links are added, connecting the stops of the route. After this first step, the network consists of several linear strings of connected nodes, representing the transit routes from the schedule, but with no connection in-between them yet.

In a second step, each node is connected with additional links to other nodes within a configurable distance. These links, that can be seen as transfer or walking links, represent the interchange facilities; not only within one physical facility, but also between nearby stop locations of different lines. Fig. 7.5 shows an example of a simple physical network (Fig. 7.5a) and a matching transit line map (Fig. 7.5b), as well as the router network generated from it after each of the two involved steps (Fig. 7.5c and 7.5d).

The performance of the least-cost path calculation depends on the number of nodes and links in the network. In the second step of the router network generation process, some heuristics are thus applied to reduce the number of additional links added to

---

**Figure 7.5:** Generation of the Transit Router Network

(a) Physical infrastructure. Squares represent platforms of stop facilities.

(b) Line map with 3 different lines: A circular line, an express line, and a regular line.

(c) Transit router network without transfer links. The dotted areas group the nodes belonging to the same stop facility.

(d) Complete transit router network
the network. Nodes being the start locations of a transit route are seen as departure locations only, thus no transfer links being added to them starting at those nodes. Nodes representing the last stop of a transit route are arrival locations only, and will have no transfer links ending at those nodes. In addition, no transfer links are added between two nodes that belong to the same transit line and the same stop facility. This comes from the insight that U-turns on transit lines may never be part of a least-cost path and such transfer links are thus never needed. In addition, if two nodes represent the same stop facility they will have the same coordinate, resulting in that either both (or all) transit routes passing through that stop facility are found or none when searching for departure and arrival stop locations. This ensures that agents may not be forced to start in a certain direction on a transit line, when the opposite direction would be better.

Re-using nodes for multiple transit routes, or using one link between two stops for multiple transit routes—in case multiple lines or routes share the same route section—could reduce the number of links in the generated network further. This option was not further researched, as it would make the cost calculation for links and nodes much more complex. With the current implementation, costs for changing lines can be clearly assigned to transfer links. The transfer links could even represent real transfer times, if such data is available. Without dedicated links for transfers and each transit route, the number of links would be reduced, but the complexity of calculating link travel times and link travel costs would be hugely increased. It is unclear if such a change would really bring a measurable performance improvement.

7.4.3 Least-Cost Path Calculation

Given the aforementioned transit network, traditional time-dependent least-cost path calculators could be used to find point-to-point connections. The link costs and travel times vary with the planned departure time, as they contain the actual travel time as well as the waiting time until the next departure on that link. A problem with traditional least-cost path calculators is, that they only return paths from exactly one location in the network to one other. An extension are shortest path trees, generated when calculating the shortest path from one location to all other reachable locations in a network. But in reality, many transit trips could start or end at more than one stop. Neither is the nearest stop always the best one. It could well be that the nearest transit stop belongs to a bus with a headway of 30 minutes, but a few meters farther away is a stop of another bus line with a denser schedule, with a more direct route, or a stop of a faster express line.

The start or end location of a trip is usually not directly on the transit router network, but on some coordinates between links. Each transit trip starts and ends thus with walking stages to and from stop locations. Given a start or end coordinate, all stop locations located within a configurable distance are considered as start or end points.

A first, simple approach would be to route each combination of considered start and end points, always adding time and costs for accessing the stops by foot, and to finally decide for the combination that results in the lowest costs. The downside of
this simple solution is the bad performance, as for each route request multiple route calculations are performed.

A second approach could be to add two additional nodes to the network, representing the start and end coordinate, and connecting those nodes with links to all considered stop locations. Then, many existing least-cost path algorithm could be used to search for the best route. While this approach uses only a fraction of the computational runtime than the previous approach, this solution has the drawback that it modifies the transit router network. This disables the possibility to re-use one transit router network in multiple threads for the parallel calculation of routes. In addition, some optimized algorithms like A* \[45\] require time-consuming pre-processing, which may have to be re-run every time additional nodes and links are added to or removed from the network. This would possibly result in a worse performance then a slower algorithm that does not need pre-processing.

The finally realized approach adapts current least-cost path calculators to work with multiple start and end locations. In the case of the implementation of Dijkstra’s least-cost path algorithm \[32\], this is quite straight forward, as only two modifications to the original algorithm are needed:

- Instead of initializing set A—the set containing nodes for which the least-cost path is known—with only one node with cost 0 as it is proposed by Dijkstra, the set is initialized with all considered start locations, each with its own cost and time attribute, reflecting cost and time to reach those nodes from the originating coordinate. The current implementation of the transit router uses estimates for cost and time based on the beeline distance between the originating coordinate and the stop location.
- The algorithm ends, when all considered end nodes are contained in set A, or if the smallest cost of the nodes in set B—the nodes not yet in set A but connected with links to nodes in set A—is higher than the least cost of a path ending in an end node already in set A including the egress cost from that node to the destination. Then, to each (reached) end node costs and times to get from those locations to the destination coordinate are added. Based on those costs, the least-cost end node is determined and the least-cost path extracted.

This solution offers a very comparable, computational runtime as the one presented in the second approach (assuming the same least-cost path algorithm is used, in this case Dijkstra’s algorithm), but works without any modification of the network.

This approach was only implemented for Dijkstra’s algorithm, although it should not be hard to adapt it also to other algorithms. In the case of the—already implemented in MATSim—A* with landmarks algorithm \[45, 63\], the modifications would be very similar to the ones listed above for Dijkstra’s algorithm, in addition to the adaptation of the heuristic to multiple end nodes instead of only one. Additional optimizations could be applied, like the reduction of heap operations described in \[81\].

The transit router returns a list of stages, starting and ending with a stage using the transportation mode *walk* to get to/from the transit stop. The stages between are either of mode *transit* or of mode *walk*. Transit stages describe at which stop to board
a specific transit line and route, and at which stop to egress. If an agent must change lines to arrive at its target location, each line change ends one transit stage and starts another. If the connecting line departs at the same stop facility as the previous line arrived, no walk stage is contained between the two transit stages.

7.4.4 Integration

In MATSim, plans consist of an alternating list of activities and legs. A leg has a transportation mode assigned and includes one route object, specifying the detailed route the agent has to take to get from one activity to the next one. This has worked well in the past for car trips, but cannot easily satisfy the requirements of having stages in a trip. Several options have been looked at to reflect the more complex structure of transit trips within MATSim:

1. Extending the current legs to include a list of stages, effectively creating an additional hierarchy in the data structure.
2. Loosening the rule that activities and legs must occur alternatively, allowing multiple legs in succession. A single leg would represent a stage in this case, while a group of successive legs would build a trip.
3. Adding additional transit interaction activities between the stages, and storing each stage in the form of an existing leg.

The first option implies a large number of changes to the current data structures and file formats. Not only the simulation, but every existing mental module would need to be adapted to the new structure, as well as many analysis tools. The size of this task excluded it from realization.

The second option also requires quite some changes to the existing code base, as many modules currently assume legs and activities to occur strictly alternating. In contrast to the first variant, no changes to the file format is required. Although this variant is not (yet) realized, new code was written in a way to no longer assume legs and activities to be alternating, as this seems to be the most flexible solution for the future.

The third option, the one being realized, requires the least amount of changes to existing code. Each stage is translated into a leg with a route of corresponding mode. Between these legs, transit interaction activities with a duration of zero seconds are added. This list of legs with routes and activities is inserted in place of the one leg without a route into the plan. Fig. 7.6 visualizes this process of inserting the stages returned by the transit router as legs into an existing plan.

It must be noted that the transit router now modifies the list of activities within a plan. This has consequences for additional route searches and other replanning modules. If an already routed plan is routed again—e.g. because the departure times changed—the legs representing stages and the transit interaction activities must be ignored. Otherwise, agents would be forced to change lines at the exactly same stops as before (at the locations of the transit interaction activities), making new routing re-
quests kind of useless. Instead, plans must be reduced again to their initial form, where one leg represents the total trip from one activity location to another.

7.5 Mode Choice During Replanning

In previous experiments with multiple modes in MATSim (see Sec. 6.1), the plans themselves were marked with a type to ensure agents have always the possibility to change the transportation mode. While this process worked, it required essential changes to the replanning mechanisms (see Sec. 6.1.4). In addition, that solution would not scale well if more transport modes needed to be differentiated: The number of plans an agent can keep would need to be increased in order to allow agents to keep a reasonable number of possibly good plans besides one (likely) bad plan of each other allowed mode. Also, the demand had to be especially prepared to give each agent at least one plan with each possible mode of transportation.

These short-comings were solved by the implementation of a special mode choice replanning module, ChangeLegMode. For each plan handled by this module, a random transportation mode is chosen from a configurable list of modes (excluding the current transportation mode). This new mode is then set for all legs in the plan. This makes it possible that agents can try out new transportation modes at random, without having to keep a plan of each mode and without the need of special initialization.

The implemented module assigns the same mode to all legs. This may not be
realistic, as people often mix different transportation modes during a day. Driving with the car to work implies in most cases that the people will also return with their car from work to home. But in-between, e.g. to go for lunch, they may walk or choose to take the transit. The ChangeLegMode module could be extended in such a way to allow mixed mode plans. This would require to analyze a plan for possible sub-tours for which the transport mode could be changed (see [25]). Otherwise one could not ensure that non-replaceable transport modes, like using ones private car, are available at each location during the day. The latest version of the replanning module Planomat [67] already includes such an algorithm for sub-tour based mode choice, which could be extracted and used stand-alone as well.

7.6 Transit Controller

To successfully run multiple iterations of a transit simulation, a special Controler (see Sec. 4.2) is implemented, the TransitControler. It has the function to combine all the different parts correctly together. The TransitControler extends the normal Controler, but overwrites or adds certain functionality.

The most obvious change is the call of the TransitQueueSimulation instead of the regular QueueSimulation. In addition, the TransitControler ensures that replanning strategies work correctly together with the transit simulation, patching existing strategies if necessary. Such modifications could be integrated into the original code in case the transit simulation features would be integrated into the regular QueueSimulation. The actual patches the TransitControler does are:

- ensure that the router for the private car traffic uses only links that are open to cars
- modify the TimeAllocationMutator to not change the duration of transit interaction activities
- patch ChangeLegMode to first remove all transit interaction activities from a handled plan, reversing the effects of the transit router, as they are not needed when the leg modes are changed to non-transit modes

Especially the first item imposes some overhead for the route calculation, as the routing algorithm needs to verify for every link if it can actually be used.

As last, the TransitControler also makes sure that events are written to file in an XML format. By default—and for a long time—events are written to a simple text file in a tabular manner, with events’ attributes being separated by tabs only. As the events get more complex, this tabular file structure is no longer suitable for all the different kinds of events. Thus, a newer file format based on XML is chosen to write out all types of events.

7.7 Transit Analyses

Evaluation of simulation outcome depends heavily on the research focus of actual projects. The focus of this dissertation regarding analyses lays thus more on providing
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Table 7.1: Additional types of events generated by the transit simulation

<table>
<thead>
<tr>
<th>Type of Event</th>
<th>Attributes</th>
</tr>
</thead>
<tbody>
<tr>
<td>VehicleArrivesAtFacilityEvent</td>
<td>time, vehicle-id, stop-facility-id</td>
</tr>
<tr>
<td>VehicleDepartsAtFacilityEvent</td>
<td>time, vehicle-id, stop-facility-id</td>
</tr>
<tr>
<td>PersonEntersVehicleEvent</td>
<td>time, agent-id, vehicle-id</td>
</tr>
<tr>
<td>PersonLeavesVehicleEvent</td>
<td>time, agent-id, vehicle-id</td>
</tr>
</tbody>
</table>

A useful infrastructure to create custom analyses. In the following, this infrastructure is presented and some examples are given to demonstrate the usage.

The base of the analysis infrastructure are events, as outlined in Sec. 4.8. The transit simulation introduces additional events (see Sec. 7.3.3 and 7.3.4), which are listed in Table 7.1. With these events, a very large number of analyses can be implemented.

The **VehicleTracker** keeps track which vehicle is currently at which stop facility. Every time a VehicleArrivesAtFacilityEvent occurs, an entry in a lookup table is stored with the vehicle id as the key and the facility id as the value. When a VehicleDepartsAtFacilityEvent takes place, the entry for that vehicle is removed from the lookup table. This allows to query the lookup table with a vehicle’s id. If a facility id is returned, one knows that the vehicle is currently stopping at that location. If no entry is found it means that the vehicle is currently not at a stop and thus no information about its current location can be made.

The **TransitRouteAccessEgressAnalysis** listens to all PersonEnters- and PersonLeavesVehicleEvents. In combination with the VehicleTracker it calculates the number of passengers entering or leaving a transit vehicle at each stop. This information could then further be processed to calculate the occupancy of transit vehicles, seat availability, average number of stops passengers use a line and other passenger related metrics.

**RouteTimeDiagram** listens to VehicleArrivesAtFacility- and VehiclesDepartsAtFacilityEvents. In contrast to VehicleTracker, this class stores all the events to have a history of each vehicle. It offers methods to create route-time diagrams that show the position of all vehicles along one transit route over the lapse of time. An example of such an analysis is given in Sec. 8.1.1.

Besides the aforementioned—and implemented—analyses, additional ones could be thought of. Given the information in the events, one could for example easily extract the average waiting time of passengers at stop facilities (which equals to the average of the time between an agent’s ActivityStartEvent with activity type transit interaction and the next PersonEntersVehicleEvent concerning that agent), the number of passengers waiting at a stop, or the average number of transfers an agent has to make to get from one activity to the next one.
Chapter 7. Design of the Agent-Based Transit Simulation
This chapter presents applications of the new transit simulation. In a first section, several smaller examples are given as proof of concepts. They help to demonstrate the correct functioning and to visualize certain features of the simulation. In a second section, a large-scale application with real-world data is presented. Data preparation is an important point for real-world applications that will be discussed as well. The third and last section serves as an outlook, what other applications could be realized using the infrastructure provided by the transit simulation. Several smaller examples are given and explained how they could be realized with the help of the features provided.

8.1 Illustrative Examples

Several small examples have been implemented to demonstrate single aspects of the transit simulation. While helpful to visually debug the simulation during the implementation, they also serve as simple proof of concepts.

8.1.1 AccessEgressDemo

This example shows how transit vehicles along a route are influenced by the number of passengers entering or leaving the vehicle.

The network for this example is very simple. It consists of only 15 links that are placed in a row, one after the other, building a road segment leading from left to right. At the end of each link, a bus stop is located. One bus line is defined with one route, serving each stop on its way from the far left to the far right side. All bus vehicles have a capacity of 100 passengers. Buses depart every 5 minutes starting at 07:00. The bus departing at 07:45 is delayed by one minute, so it effectively departs at 07:46.

On the demand side, a new agent arrives at each bus stop (except at the last stop) every 60 seconds. The agents will board the next bus arriving at their stop, leaving it
at the last stop location.

When the simulation is run, the buses stop at each stop facility and let people enter (or leave at the last stop). The duration how long the bus is at the stop depends on the number of passengers getting in and out:

\[
\text{stop time} = \begin{cases} 
  m \cdot 4 \text{sec} + n \cdot 2 \text{sec} + 15 \text{sec} & \text{if } m + n > 0 \\
  0 \text{sec} & \text{else}
\end{cases} \tag{8.1}
\]

where \( m \) is the number of passengers entering the bus and \( n \) represents the number of passengers leaving the bus.

Fig. 8.1 shows a route-time diagram of the vehicles' positions. As can be nicely seen, all vehicles departing before 07:45 share a very similar progress along the route. Each bus collects at each stop 5 or 6 passengers, leading to a similar distribution of stop times and thus spacing between each bus. The bus starting one minute late has longer stop times at the stop facilities, as there will be at least one person more waiting for the bus at each stop. Due to the longer stop time, the delay will get even longer compared to the other buses on the route, resulting in even more passengers waiting at upcoming stops. As a contrast, the bus departing right after the delayed one, at 07:50, is faster due to fewer people waiting at the stops. This eventually leads to the situation where that bus catches up on the delayed one, as can be seen in Fig. 8.1. As the bus directly after the delayed one is faster, the next one following may again find more passengers waiting at each stop than the average would be, given each bus would have been on time. It takes several headways until the situation stabilizes.
This example shows nicely the effect that delayed departures can have on headways along one route, a phenomenon known as bus bunching or pairing vehicles [84, 90, 78]. These effects also happen in reality, mostly during rush hours, where headways are short and people do not exactly plan when to depart but just show up—more or less uniformly distributed—at stop locations.

In Fig. 8.1, a special effect can be observed between the last few stops of the bus departing at 07:50. Especially between stops 13 and 14, the travel time seems to increase massively. The same effect can already be observed between stops 11, 12 and 13, although at a lower scale. This seemingly increased travel time is an artifact of the simulation: As explained in previous sections, vehicles are processed in a strict first-in first-out order (see Sec. 4.4.2 and 7.3.3). This includes vehicles at a stop. The bus departing at 07:45 has to wait for a rather long time at stop 14 to let all the passengers exit. During that time, the bus departing at 07:50 is stuck behind the previous bus, and can only get to the stop once the earlier bus is empty and has left. As the analysis is based on events only (see Sec. 7.7), the actual being stuck cannot be observed. Only the extended time during departing at stop 13 and arriving at stop 14 can be detected, resulting in the longer travel time perceived.

8.1.2 BlockingStopDemo

This example shows how regular car traffic is influenced by buses stopping at stop locations that either block regular traffic or not.

The network consists of two parallel roads, each made up of 13 links. Along each road, 10 transit stop facilities are located, always at the end of a link. Fig. 8.2 shows the network with the stop locations.

Figure 8.2: Network and stop locations for the blocking-stop example

Two bus lines are defined, one operating on the lower road (links 0 – 12) and one on the upper road (links 13 – 25). On each line, exactly one bus departs shortly after 7 a.m. At each stop, one passenger is waiting, requiring the buses to stop. If a bus halts at a stop on the upper road, it blocks the road such that other cars cannot pass the bus but must wait until the bus continues. If a bus halts on the lower road, regular traffic can pass the bus and is not blocked. In reality, this is the case if the stop has a bus bay or another, similar measure in the road geometry to allow regular traffic pass.
In addition to the buses, private cars are also on the roads. On each road, 30 cars travel from the left side to the right side. The first two cars (one on each road) start at exactly 7 a.m., after that, every 30 seconds starts another one.

Fig. 8.3 shows a screenshot from the visualizer when the simulation is run. It can be clearly seen, how on the upper road private cars are jammed behind the bus. On the lower road, cars can overtake the bus at stops, such that the bus is just one more vehicle in the flow of all the cars on the road.

![Figure 8.3: Screenshot from the visualization of the blocking-stop example. On the upper road, cars are jammed behind a bus. On the lower road, cars can overtake the bus at stops. Circles represent the location of bus stops.](image)

Fig. 8.4 shows the measured travel time for each link in the simulation over the lapse of time. In the lower part, representing the lower road with the non-blocking stops, only minimal deviations from the free speed travel time can be observed. These small differences come from the additional time the transit vehicles spend on a link while serving the stops. On the upper road, much larger differences can be observed due to the fact that on that road the private cars must wait behind the bus at stops. This results in every car having a longer travel time on that link behind the bus, leading to a much higher average link travel time than on the lower road.

8.1.3 TwoLinesDemo

This example shows how agents change from one transit line to another line to get from one location to the next one.

The network, depicted in Fig. 8.5, consists of a road corridor that splits into two roads at each of its two ends. Two transit lines serve each four stops along their route, two of them in common. Three agents want to travel from link 3 to link 12 at different times. To reach their target location, they have to change from transit line 1 to transit line 2, either at stop 3 or stop 4. Two of the agents change at stop 3, the third agent changes lines at stop 4.

Fig. 8.6 shows the number of passengers traveling on each line on the different sections between two stops. It can be nicely seen how the occupancy differs between the route segments depending on where agents change lines. The data for this figure is created with RouteOccupancy, presented in Sec. 7.7.
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**Figure 8.4:** Travel times for each link over the lapse of time

**Figure 8.5:** Network and stop locations for the two-lines example
Chapter 8. Applications

8.1.4 PseudoNetworkDemo

This example allows one to generate a network from a transit schedule on which the transit vehicles can move along. It is most useful to visually debug automatically generated transit schedule data.

The preparation of new scenarios for simulation usually includes the conversion of data. This is not different for transit schedule data. Especially in real world data, many special cases exist that may not be properly caught by automated conversion routines. For such cases, it is really helpful if the converted data can be visualized in some way or another. The visualization allows to quickly judge about the success of the conversion, showing visually apparent errors. A good visual representation does not mean the conversion is free of errors, but it facilitates to rule out some problems.

In the following, one simple method to generate a network from the given data is presented. The basic idea is to connect the stop facilities with links according to transit routes leading from one stop to another. In a first step, a node is generated in the network for every stop location. Next, for every transit route, links are added between two subsequent route stops. This already defines the basic geometry of the network and would be enough for the visualization of the network alone. More sophisticated methods for generating a transit network based on transit data could be thought of (e.g. taking an existing road network into account), but will not be discussed further in this example.

As it is helpful to see transit vehicles moving along the generated network, handling the stops along their route, the generated network must fulfill additional requirements. Each stop facility referenced from a route must thus be connected to exactly one link of the network (The limitation of at most one link per facility is a current limitation of the simulation framework). As the transit simulation handles transit stops at the end of a link (see Sec. 7.3.3), it was decided to connect transit stops (represented by nodes) to their incoming link. This approach leads to essentially two problems:
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- The first stop along a route has no link it can be connected to.
- Multiple transit lines can have common route segments, where they serve the same stops. At the first jointly served stop, more than one incoming link exists at the node representing that stop.

The first issue is solved by adding a very short link at each stop where a transit route starts. The stop can then be assigned to this additional link. The second issue is solved by generating duplicates of a stop facility, such that each copy can be assigned to a different incoming link. This implies that also the transit routes must be adapted, replacing the original stop facility with the copy on the correct link. Fig. 8.7 shows the generated network based on the two transit lines used in the previous section (see Fig. 8.5). Note that stop facility 3 had to be duplicated, marked as 3.2, to accommodate the two lines joining for a common route segment.

![Figure 8.7: Generated Pseudo-Network from a transit schedule containing two uni-directional lines](image)

8.2 Large-scale Application

For a simulation to be useful for transportation planning, it must not only support a wide variety of features, but it must also be applicable to large-scale, real-world applications. This section describes how the transit simulation was applied for the metropolitan area of Zurich in Switzerland, detailing the steps for data preparation as well as for configuring and running the simulation. It then analyses the computational performance of the large-scale application.

8.2.1 The Zurich Scenario

The Zurich region was already used several times throughout this dissertation for applications demonstrating the working of the simulation framework, e.g. in the Road Pricing Case Study (see Sec. 5) and in the chapter about the simple transit integration (see Sec. 6.4). In contrast to these earlier usages, for the transit application the full population is used and not only a 10% sample.

The initial demand for this scenario consists of all travelers living in Switzerland that are inside an imaginary boundary around Zurich at least once during their day.
This boundary is defined by a circle with a radius of 30 kilometers (≈ 18.6 miles) with its center at "Bellevue", a central place in Zurich. This resulted in 1 817 944 agents. Every agent has a complete day plan with activities based on microcensus information [103, 104]. Fig. 8.8 shows the home locations of all 1.8 million agents on a map of Switzerland. The region of Zurich can be nicely recognized by the high density of agents. But it is also observable that a fair amount of agents travel from all over Switzerland into the Zurich region.

The road network used is a Swiss regional planning network that includes the major European freeway corridors (Fig. 8.9). It consists of 24 180 nodes and 60 492 links. The network was manually improved, especially in the region of Zurich, by adjusting links' flow capacity [22]. The road network is combined with the transit network in a following step (see next subsection), creating a multimodal network.

Transit schedule information is taken from the official model for transit in Zurich [119]. The transit lines and their schedules are given in a file for PTV VISUM [91]. The information in this file is converted into the transit schedule file format defined by MATSim, as it is described in the following subsection. Fig. 8.10 shows the resulting transit network after the data conversion.

8.2.2 Data Preparation

In real-world scenarios, preparation of data requires a substantial amount of resources. Besides the task of acquiring the data, the information usually must be converted to formats that MATSim can use. Quite frequently, data may contain encoding problems or wrong information due to automated data processing. If such problems are recognized—e.g. due to inexplicable observations in the simulation outcome—they must be manually fixed in an often time-consuming process.

The data used for the transit simulation of Zurich is given in a file for PTV VISUM. The network data can be written out to a text-based file format that also contains all data relevant for transit. A converter written within MATSim reads this file and builds a TransitSchedule. This file can then be read in by MATSim and converted into a MATSim TransitSchedule. The converter first creates stop facilities based on the stops given in the file. Next, it creates transit lines and routes for each transit line in the VISUM file. In VISUM, a transit line is first separated into transit routes, and each transit route can have one or more time profiles. Each time profile has one or more departures assigned. In the data structure used in MATSim, each route has exactly one time profile assigned. This results in the converter creating a transit route in MATSim for each time profile in VISUM, duplicating the transit route information from VISUM if necessary. In addition to parsing the transit lines, the converter also creates the corresponding vehicle types based on the data given in the VISUM file. A vehicle of the corresponding type will be created for each departure. The transit schedule and vehicle definitions can then be written out to file in the native XML-based file formats that MATSim uses.

The converter handles only data related to the transit schedule, but not about the network. Thus, the network the transit lines operate on is generated automatically.
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Figure 8.8: Home locations of the 1.8 million agents used in the simulation

(a) Switzerland and neighboring countries
(b) Zurich area

Figure 8.9: Road network used in large-scale application

(a) Switzerland
(b) Zurich area

Figure 8.10: Transit network used in large-scale application
based on stop locations and transit routes. This is done by the pseudo network generator described in Sec. 8.1.4. The generated network encompasses 3245 nodes and 6533 links. As the simulation also includes private car traffic and only one network can be simulated, the generated (pseudo) transit network has to be merged with the existing road network. As a first step, a simple algorithm just lays the two networks on top of each other, so they build two separated layers or subnetworks. This results in transit traffic and private car traffic not influencing each other. Transit lines operated by road vehicles could be matched to use links from the existing road network instead of generated pseudo network. This process must likely be done manually, as the corresponding data is often not available because the route between two stops is usually “logical” to humans. Trépanier and Chapleau [113] propose a way to automatically match transit lines to road networks, as do Choi and Jang [23]. Both cases still require manual work, at least for verification. But with freely available, high-quality data like from OpenStreetMap [86], it may be possible in the future to generate road and transit network completely automatically.

Fig. 8.11 shows cutouts from the different networks used to generate the final simulation network used. Fig. 8.11a depicts the road network with the limited resolution of the national road network model. Fig. 8.11b shows the transit network generated by the pseudo network algorithm described in Sec. 8.1.4. The short, diagonally running links that can be seen in the figure are the automatically generated links at the start of a transit route that the first stop of the route is connected to. In Fig. 8.11c, the merged network can be seen. As was mentioned before, this network could be simplified in some areas by merging road and transit links into links used by both modes—in case the two modes indeed share the same physical space. On the other hand, there also exist transit links for which no road links can be matched, either due to the missing resolution of the used road network or due to the fact that the transit does not use roads, but rails for example. Such differences make it hard to come up with a better, automated way to generate a merged network, resulting in manual work paired with knowledge of the location to clean up such a network.

Figure 8.11: Cutouts of the different networks used to generate the network used for simulation
8.2.3 Running the Simulation

Running a transit simulation is rather easy given the TransitController presented in Sec. 7.6. Still, there are a few points that must be taken into account configuring a transit simulation.

- **Use XML events file format.** By default, the controller writes events in an older, tabular text file format. The TransitController only ensures that events are written in an XML file format, but does not disable the writing of text-based events. Usually, the XML format is enough. By setting the events file format to XML in the configuration (overwriting the default text-format), one can save some overhead during the simulation.

- **Add scoring parameters for transit interaction activities.** The transit router adds activities of type *transit interaction* to the plans. The scoring module will try to calculate a score for such activities, making it necessary to specify this activity type in the configuration for the scoring.

- **Set a simulation end time.** As the transit schedule is not repeated after midnight, it might happen that agents stand at a stop location, waiting for a vehicle to arrive, but no more vehicle will arrive there. As such agents are seen as still traveling in the simulation, the simulation will not end in such cases. Specifying an end time for the simulation (e.g. 30:00:00) will abort the simulation at that time if not yet all agents have arrived at their last activity.

The configuration of the plans scoring, especially the behavioral parameters such as the values of time for car and transit, are the same as in Sec. 6.2.3 and Sec. 6.4 respectively, with \( \beta_{r,\text{transit}} \) set to –3 Euro per hour and \( \beta_{r,\text{car}} \) remaining at –6 Euro per hour.

To be able to compare the detailed transit simulation with the previous, simple transit version (where transit trips take twice the time of the freeflow travel time by car for the same route; see Sec. 6) in full detail, the exact same setup is also run with the standard Controller.

8.2.4 Transit Simulation Outcome

In the following section, numerous geographical analyses are shown with text often referring to cities or regions. People not familiar with the geography of Switzerland and Zurich especially find maps of the discussed regions in Appendix C. All cities or regions mentioned in the following text are labeled in those maps. In addition, Appendix D contains an overview of the regional transit lines for the Zurich area as well as the city of Zurich.

Both simulations, the simple model and the detailed transit simulation, were run for 100 iterations. Fig. 8.12 shows again the locations of all agents, but differentiates between agents using a car and agents using transit to travel during their day. Already this rather simple analysis shows very promising results:
• **High share of transit users in large cities.** Large cities with good transit offerings have notably more transit users. Fig. 8.13 shows the larger Zurich area in more detail. The cities of Zurich (center), Winterthur (north-east of Zurich) and Schaffhausen (at the top border of the figure) as well as some small cities can be clearly recognized based on large amount of transit users.

• **High share of transit users for long-distance journeys.** The Swiss federal railway company maintains an attractive network of intercity connections between the larger cities of Switzerland. These connections usually offer a comparable travel time as if the route was undertaken with a private car. This fact can be seen in Fig. 8.12, where the especially cities (e.g. Basel, Berne, Geneva, Lausanne, but also many smaller ones) can be clearly recognized by the high number of red dots.

• **High share of car users in regions with bad transit accessibility.** In some regions, especially some valleys in the alps, there are significantly more agents using the car than transit to travel to the region of Zurich. Some such regions can be seen in Fig. 8.12, for example the valley of the Rhône in the Canton of Valais (the broadest of the parts in south of Switzerland), or around St. Moritz (in the south-eastern part of Switzerland). The few red dots spotted in these regions may be part of the 10% of agents trying out a new mode of transportation in this iteration, as part of the replanning process.

![Figure 8.12: Chosen mode of transportation of all agents with the detailed transit simulation model. Iteration 100, red dots depict transit users, blue ones car users.](image)
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Figure 8.13: Chosen mode of transportation of agents living in the larger Zurich area. Iteration 100, red dots depict transit users, blue ones car users.

In comparison, the same analysis for the simple transit simulation (see Fig. 8.14) shows nothing comparable. Only in the city center of Zurich, transit seems to be preferred by the agents. This is likely due to the fact that there the number of transit stop locations is quite high, service quality is good, and the regular traffic (against which transit has to compete) is often jammed, leading to longer travel times, possibly even longer than the transit estimation.

The effects of the mode choice model are not only observable on a large scale. When zooming in into the region south of the city of Zurich, one can see nicely how the model is also able to reflect small differences in transit accessibility. Fig. 8.15 shows small cities and villages south of the city of Zurich, along the lake of Zurich. Green points show the location of transit stops; big ones represent stops of trains, while small ones represent stops of regional bus services. Some distance away from the eastern shore of the lake, a series of train stops can be seen building a line, starting at the center-top of the image, moving to the south-east. These stops belong to the S18, a typical commuter train connecting the city center with suburban areas. The train line leads through Egg to the end point in Esslingen (see Fig. C.3 in the appendix for information about named locations). Comparing the share of transit users in Egg and Esslingen with the share in the next village to the south-east, Oetwil am See, the difference is very nicely recognizable. Similar effects can be recognized along both shores of the lake, where the train stations are usually directly along the shore line, leading to a high number of transit users in these areas. Moving away from the shore, the number of car users (blue dots in Fig. 8.15) increases.

An interesting question is, how the detailed transit simulation impacts the real-
Figure 8.14: Chosen mode of transportation of all agents in the simple model. Iteration 100, red dots depict transit users, blue ones car users.

Figure 8.15: Chosen mode of transportation and location of transit stops in the detailed transit simulation model. Iteration 100, red dots depict transit users, blue ones car users, large green circles represent train stop locations, small green circles other transit stop locations.
ism of the large-scale transit simulation. Before answering that question, one has to recognize that the two shown simulations (the one with the detailed transit model, and the other with the simple transit model) were not especially calibrated. A good model, badly calibrated, may likely produce worse results than a mediocre model with reasonable calibration. But finding the best values for a simulation is a complex topic in itself (e.g. see [59, 37, 35]). Not only must values from the reality be retrieved, for example by surveys, but such values must also be related to the simulation model, as a model cannot reproduce every single aspect of the reality. As such, the following results are not represented to show the amount of realism an agent-based simulation can achieve—for that, the models would have needed to be calibrated in detail—but to show how the detailed transit simulation effects the results given the same (not really calibrated) parameters as the simple transit model.

Fig. 8.16 shows a comparison of the car traffic in the simulation models with 159 road traffic counting stations. Figures 8.16a and 8.16b show the mean relative error and the mean absolute bias of all counting stations over the time of day in hourly bins. As can be seen, the mean relative error is significantly higher in the detailed transit simulation than in the simple transit model. Looking at the mean absolute bias shows that in the simulation far fewer cars were counted along the counting stations than in reality. In addition, in the case of the detailed transit simulation the number of counted cars is even lower than in the case of the simple transit model. This decrease is reflected in the higher relative error. Figures 8.16c and 8.16d show a comparison of the actual counted number of cars for the hour from 7am to 8am. Again it can be clearly seen that in the case of the detailed transit simulation, in general far too few cars are counted in the simulation compared to the reality. In the case of the simple transit model (Fig. 8.16d), the number of counting stations that have too much traffic in the simulation is comparable to the number of counting stations with too few cars.

The inferior results are not surprising considering the previously mentioned notes about calibration. As described in Sec. 8.2.3, the behavioral parameters, especially the value of times required for the scoring, were taken from studies related to the simple transit model (see Sec. 6.2.3). Thus it is not surprising that this model generates the better results, despite the change from a 10% sample to the full 100% of the population. On the contrary, it is what must have been expected. The simple transit model assumed a transit travel time equal to twice the time needed by car on an empty road network. While that assumption may hold true in the city center of Zurich, it is often not the case for long-distance travels. Not only decreases the influence of access and egress times on the total travel time when the actual travel time increases. Between larger cities, the transit travel time may also be equal to or even shorter than the travel time required when traveling by car. For example, the travel from Zurich to Berne takes just under one hour with the train. With the car, a distance of around 120 kilometers must be traveled, resulting in a travel time of at least one hour. The 280 kilometers from Berlin to Hannover take usually around 100 minutes by train, much faster than what is possible in a private car.

As the new transit-model was especially designed to model the differences in the reachability by using detailed transit schedules, it is obvious that the parameters used
Figure 8.16: Comparison of simulated traffic volumes with real-world counts

for the simulation will have to be adjusted and newly calibrated. Especially, the time
needed for access and egress will have to be considered in more detail (see [59]). In the
parameters used, the value of times reflected the factor of 2 between the free flow travel
times of car and transit in the simple transit model, such that the general costs for both
alternatives would be around the same value. As the transit in the new model is often
faster on long distance travels, the calculated costs in that model are now significantly
lower than when using a car; likely even unrealistically low, resulting in the too high
share of transit users. Estimating new values and calibrating the simulation which
those will likely lead to better results in future runs.

8.2.5 Sensitivity Study

In order to test the sensitivity of the simulation and the mode choice model, a slight
change to the available transit services was made: One suburban train line, labeled
S7, was removed from the system. This line leads from Winterthur through regions
north of Zurich city, passing through Zurich (main station), continuing further along
the eastern shore of lake Zurich down to Rapperswil, a small city in the South of the area of interest. The S7 has a strong influence on the reachability especially for the municipalities along the south-eastern parts of the lake. While there are other train lines along the lake, the S7 does not stop in the municipalities being near the city of Zurich, providing an express connection for the municipalities farther away from the city.

If the S7 is removed, the villages along the most eastern parts of lake are losing the direct connection by train to the city of Zurich. Some villages nearer to the city still have other train lines available, albeit slower ones as they will stop in every municipality on their trip to Zurich. In addition, in the regions north of the city, the S7 provides train connectivity to a few places with a considerable amount of working places near the airport. These places can also be reached by different bus lines, so the accessibility is still guaranteed, even though with longer travel times and additional line changes.

For each municipality, the share of transit users living in that municipality can be calculated. Fig. 8.17 shows the difference between the share of transit users in the simulation including the S7 and the simulation excluding the S7. A negative change means that less people are using transit in the model the line S7 is missing.

![Figure 8.17: Absolute change in the share of transit users per municipality in percentage after train line S7 is removed from the model](image)

It can be nicely seen how the municipalities along the lake and close to the city of Zurich are not affected by the simulated change of transit services. These are exactly those villages, where the S7 does not stop. In the municipalities farther away (namely
Meilen, Uetikon am See, Männedorf and Stäfa), the share of transit users drops significantly. It is the largest in Männedorf, the first village along the shore only connected by the S7. Similar effects can also be observed in the municipalities north-east of the city, where the S7 is the only train stopping.

8.2.6 Performance analysis

Performance is an important aspect in simulating traffic, as it was already mentioned at several places in this dissertation. The following results are based on runs with the Zurich Scenario, consisting of 1,817,944 agents and a network with 67,025 links and 27,425 nodes. The simulations were run on a system having two Quad Core Intel Xeon Processors (X5550) running at 2.67 GHz. While each processor has 4 CPU cores, the cores support Intel’s Hyper-Threading Technology, resulting in a total of 16 threads that can be executed simultaneously on the system. DDR3 Memory was connected through a front side bus clocked at 1066 MHz. Sun’s Java Virtual Machine, Version JDK 6 Update 16, was used for execution. The virtual machine was given 31 GB of RAM. In addition, the option to use compressed object points [109] (JVM-Arguments: -xx:+UseCompressedOops, available since Sun’s JDK 6 Update 14, by default enabled in the upcoming JDK 7 release) was enabled, effectively reducing the amount of memory required to run the simulations by partially using a 32-bit data model as well as reducing the runtime of the simulations due to the lowered amount of required 64-bit operations.

The simulations are configured to make use of all possible 16 threads for replanning. The traffic simulation itself does not support multiple threads, running single-threaded. Events generated by the traffic simulation are added to a queue, from which an additional single worker thread handles the events (so called parallel events handling in MATSim). With this setup, the simulation itself can just create events, but does not have to wait until each event is processed before continuing. Instead, the events are processed in a separate thread. In the case that the simulation generates events faster than they are processed, the simulation has to wait at the end of each iteration until all events are processed. This is necessary to ensure correct analysis results being written to disk at the end of the iteration, or to provide meaningful data to the next iteration’s replanning. Events are written to a file only every tenth iteration to save disk space as well as processing time. In fact, events are only written to disk to allow later post-processing of the simulation results. Also every tenth iteration, the complete population including all agents and all their plans are dumped to a file on disk. This file is also useful for post-processing, but makes it also possible to resume a simulation at that specific iteration.

Fig. 8.18 shows the time needed for running the simulation, for each iteration and part of the simulation. The lowest part in the bars (colored blue) shows the time needed to run the replanning part. It averages at around 11 minutes. If the same workload should have been handled by a single thread instead of the 16 threads available, the replanning would have taken nearly 3 hours per iteration. The next part in the bars (colored green) shows the time the traffic simulation ran in each iteration. It
takes about 7–8 minutes per iteration, except the iterations when events are written to
disk. The third part (colored red) only occurs every tenth iteration and reflects the time
needed to write the population data to disk. With about 15 minutes in the later iteration
where the maximum number of plans per agent is reached, it actually takes longer
than running the traffic flow simulation. The fourth and final part of the bars (colored
orange) is best visible again every tenth iteration, but also exists in the other iterations.
This part contains all the remaining time per iteration that cannot be allocated to a
specific task. It includes setting up each iteration, but also writing analysis data at the
end of each iteration and is usually diminishable small. In each tenth iteration this
remaining part also includes waiting on the events to be completely handled, which
takes longer as in these iterations the events are also written to disk. By allocating more
than one thread for the event-handling, this overhead might be reduced by some parts.

Table 8.1 shows a comparison of the simulation time between the detailed transit
simulation and the simple transit model. In the detailed transit simulation, the average
time per iteration is about three times the number of the simple transit model. On a
closer look, the traffic flow simulation itself only takes about one third more time. But
the replanning in the detailed transit simulation takes nearly 20 times as much time as
in the simple transit model.

The increase in the traffic simulation’s runtime can partly be explained with the
additional complexity in the simulation. This additional work is reflected to some
parts also in the higher number of events generated by the simulation. In addition,
the new events generated by the detailed transit simulation are not yet dispatched as
efficient as the other, already existing types of events. Due to the high number of events
in each iteration, quite some amount of work was invested in MATSim to optimize
the way how incoming events are dispatched to the registered event handlers. These optimizations now need also to be applied for the new types of events.

The huge slow-down in the replanning has two causes: First, the transit router uses only a (comparatively) slow Dijkstra algorithm for the least cost path calculation, while in the simple transit module a highly optimized A* with landmarks algorithm is used (see Sec. 4.7.3 and 7.4.3). Second, the routing process for cars is also slow downed as that router now needs to make sure only links available to cars are used. Such a check was not needed as long as no multimodal network was used, but is now required with the multimodal network. Luckily, both causes can be resolved: As already mentioned in Sec. 7.4.3, it should be possible to apply the modifications made to Dijkstra’s algorithm also to the A* with landmarks algorithm, leading to a notable speed-up. And instead of using a multimodal network for car-routing, the network could be once analyzed and a car-only subnetwork be generated that the car router could use, foregoing the need to check all the time if the corresponding links could be used. One has to note that this increases the memory usage, as the subnetwork must be stored in memory. Compared to all the other data required in the simulation although, this small memory overhead should be negligible.

8.3 Conceptual Applications

The modifications done to the QueueSimulation to simulate transit open up several possibilities to also simulate other forms of traffic besides private car traffic and urban transit traffic. Most of these possibilities come from the differentiation between vehicles and persons and the extension that vehicles can now transport more people than just the driver. In the following, a few of these additional forms of traffic are presented. It will be shown how the current simulation infrastructure could be used or extended to simulate those kinds of traffic.

8.3.1 Paratransit

Paratransit is usually referred to as a flexible mode of transport for passengers that does not follow fixed schedules or even routes. It is often operated by fleets of small buses or vans, although other vehicles can be used as well. While paratransit is often the only

<table>
<thead>
<tr>
<th>Table 8.1: Performance comparison between the simple mode choice model and the detailed public transit simulation (times in [min:sec])</th>
</tr>
</thead>
<tbody>
<tr>
<td>simple model</td>
</tr>
<tr>
<td>----------------------------------</td>
</tr>
<tr>
<td>avg. time per iteration</td>
</tr>
<tr>
<td>avg. time for replanning</td>
</tr>
<tr>
<td>avg. time for traffic flow simulation</td>
</tr>
<tr>
<td>number of events in iteration 100</td>
</tr>
</tbody>
</table>
kind of public transportation available in cities of developing countries, it may exist as well in rural areas of developed countries where a fixed-route, fixed-schedule service is not cost-effective. In the latter case, the offered services are sometimes named as *Dial-a-ride*, *Ruf-Bus* (German) or similar.

One of the biggest differences between paratransit and the currently implemented infrastructure for simulating transit are the stop locations. Paratransit vehicles usually stop everywhere it is suitable when passengers want to get in or out the vehicle. The way how to simulate paratransit depends on the kind of paratransit.

For route-based paratransit, a simple approach would be to define a stop facility on each link that is served by paratransit. Passenger agents could then normally find the best connection using a router that includes the paratransit route. Instead of using a time table for routing, an average expected waiting time—maybe depending on time of day—could be used as time or cost for accessing a new paratransit vehicle in the routing process. In the simulation, a custom paratransit driver could be implemented that decides on itself if it should stop at a stop location or not. This decision could be—for example—depending on the number of passenger already in the vehicle. The same way, a paratransit driver could decide to wait a bit longer at a stop (by returning a value bigger than zero in `handleStop()`, and returning the same stop again in `getNextStop()` in the hope to transport additional passengers arriving soon.

If paratransit offerings are not route-based, the simulation would likely need more adaptations. Although one could still define a stop facility on every link of a network, this may not be very usable. First, agents could not use those stops for routing purposes. Second, agents could get stuck if they would wait at a stop location until a paratransit vehicle arrives, which could never happen. Instead, one might have to look into simulating also walking agents. This way, agents could search a route through the network and start walking along those links. The simulation could move the agents from one link to the next one according to their walking route. A custom implementation for paratransit drivers could announce their availability to agents walking along a link, giving them the option to hop in the paratransit vehicle. The same way, a paratransit driver would need to inform its passengers about every new link it drives along, so that the passengers could get out if the driver continues in a direction not appropriate for single agents.

As mentioned in the beginning, the main help by the implementation of the transit simulation is the differentiation of vehicles and passengers. Route-based paratransit should require only a small amount of changes, namely the construction of the paratransit routes network, a custom time-function for the transit router, and a custom implementation of the driver. Simulating paratransit not restricted to fixed routes will need a much higher effort.

### 8.3.2 Ride Sharing

Ride Sharing describes the state when two or more people travel together in a private car. This can be a family driving jointly to some leisure location, or co-workers that live close to each other and share a common trip to/from work. In some regions, agencies
for arranged lifts exist, allowing one to easily find other people driving the same way in order to share rides.

Given the code infrastructure that differentiates persons and vehicles, the implementation of ride sharing should be rather simple. Similar to every transit departure specifying a vehicle to be used, each car-leg or car-route should also specify with which car the leg or route is undertaken. An additional attribute could define which of the persons is the driver. If such an attribute is missing, a simple algorithm could be used (e.g. a random person in the car that has a driving license; this would already clearly define all the cases where a parent brings its children to school, as children usually do not have a driving license).

One point that needs to be taken care of is that all persons that are scheduled to drive together indeed travel together. This means mostly that the driver should not depart before all passengers are also in the car. Assuming that such combined trips need a special replanning module that tries to put agents into the same car, this could be either solved with activity end times (passengers must be in the car before the driver) or better with additional route attributes. Such attributes, like a list of passengers, could delay the departure of a vehicle until a condition based on the attributes is fulfilled. This would simplify to model actions like a parent picking up its child at a kindergarten, or one co-worker picking up another one somewhere along its route.

### 8.3.3 Car Sharing

Car Sharing can be used to describe several things. On the one hand, it could describe the offerings from car rental companies. On the other hand, it can simply relate to the fact that one car in a household can be used by more than just one person, although only one person can use the car at any point of time.

Both cases can be simulated rather straightforward once car-routes specify with which car a route should be undertaken. If a car is not available (i.e. it is not parked on the link where the agents wants to depart), the simulation could let an agent either wait until the car is available, or the agent could be marked as stuck, removed from the simulation and a penalty added to its score.

Special replanning modules could try to improve the allocation of cars to agents. This could be done either in household-aware modules, trying to find the optimal use of vehicles available in a household, or in modules managing the fleet of commercial car rental companies.

### 8.3.4 Automatic Transportation Systems

Automatic transportation systems that work without a driver steering a vehicle are coming up more and more. While such systems are currently mostly limited to fixed route systems (e.g. so called “people movers” at airports and theme parks, or modern subway systems as the line M2 in Lausanne, Switzerland) with accordingly large vehicles, people mover systems with much smaller vehicles are often part of visionary studies about future cities.
Similar to the implementation of Paratransit, the logic that drives a vehicle could be easily replaced to implement automatic transit systems. Instead of just following a given plan, containing a route and sequence of stops, the driver logic could query the agent for its target location and automatically find the best way through the network. This would require a passenger to actually accept every transit vehicle at a stop, as every vehicle would be able to bring the passenger to its destination. Stops could either be located on every link of the network or at special stop facilities, depending on the actual realization of a people mover system.
Conclusion

9.1 Outlook

The Multi-Agent Transportation Simulation, MATSim, has a lively history. It started less than ten years ago as a collection of multiple executables written in C/C++. Each executable had a well-defined job to do, like calculating routes, adapting departure times, or running the actual traffic flow simulation. As the speed of processors was still slow (compared to today’s clock rates) and the amount of random access memory (RAM) that could be addressed was limited by 32-bit address pointers, the code supported the parallel execution of the simulation to overcome those limitations. Data was exchanged between the different executables by writing the data to disk, and reading it back from there later.

About four years ago, the project was started over, this time using Java for the implementation. Due to advances in computer technology, the structural composition was changed from multiple stand-alone executables to one integrated framework. Also, the possibility for parallel execution on a cluster was removed in favor of shared memory machines, which now offer big enough amounts of random access memory (RAM) to load large scenarios. These structural changes reduced the complexity enormously, allowing for quicker advances implementing new features. In addition, the number of contributors increased also substantively during the last few years, leading to an accelerated development speed.

The original C/C++ implementation of MATSim supported only private car traffic in the simulation, and used route and departure time choice as the only search dimensions. Now, in the newer Java implementation, additional features have been included: faster routing algorithms provided a big speed-up [63], the traffic flow simulation supports traffic lights [77], location choice is available as additional search dimension [52], and with Planomat exists an advanced, optimizing replanning module that adapts route, departure time and mode choice [67, 33]. This dissertation adds the support for multiple modes of transportation to the framework as well as a detailed, integrated transit simulation. Ongoing projects look at the simulation of electric cars.
usage of parking spaces, optimization of traffic lights and calculation of cars’ emissions, to name a few.

Looking at this history naturally poses one question: What may the future bring? Respecting that this dissertation has evolved on the need to have more than just private cars in the simulation, the question could as well be asked as: What future requirements will MATSim have to fulfill? Obviously, this also poses the question: What will be feasible (by means of computational resources as well as understandable models) in the near future?

Based on the inclusion of transit, one may think about integrating additional kinds of traffic, especially freight and commercial traffic. But also paratransit, which was already mentioned in Sec. 8.3.1, should be looked at in more detail (which is to some parts already happening, see [24]). In the same vein, one could think about including bicycles and pedestrians in the model as well. On the other hand, the queue model used for the simulation imposes a kind of a barrier on the level of detail that can be simulated. This is already apparent in the existing simulation where interactions on links can only take place at the start or end of a link, e.g. limiting a close approximation to reality when handling bus stops. Researching improved ways to abstract traffic flows that will allow for more details on a link while still being efficiently computable may be a challenging task to be solved in the future.

The search dimensions (route, time, and now mode of transportation) used in the optimization process are still rather limiting. Additional modules that modify the activity patterns, either adding, removing or re-ordering activities in an agent’s plan, can be thought of. Also a module to perform combined location and mode choice (as not all locations can be reached by transit, or by car, respectively) may help to improve the optimization process. One has to realize that additional or modified transportation infrastructure not only changes the actual traffic, but may also influence the land use development. Thus, a module updating land use information might be very interesting, especially in combination with the already existing location choice. This might be combined with the existing location choice module (for regular agents) or the research done for optimizing the locations of retailers [26].

This dissertation introduced the concept of vehicles and agents (either as drivers or passengers) to MATSim, which used vehicle-driver-units before. While vehicles are currently only really used for transit, their availability in the model opens up additional possibilities. Currently, every person in MATSim has an attribute specifying if the person has a car available. In reality, mobility tools are often available to household members and have to be shared by them. Adding households to MATSim along with dedicated models to assign cars (and later maybe other mobility tools like bikes as well) to household members could lead to sophisticated modules regarding car-ownership, effectively implementing car-sharing as proposed in Sec. 8.3.3.

But even on a less general level, a lot of possibilities open up if one just looks at the new transit functionality. This dissertation has focused on the conceptual aspects of a transit simulation, only presenting a limited set of real applications of the simulation. Real-world case studies will certainly require additional extensions to be written, starting at a presumably large number of analysis modules up to modifications of the
9.1. Outlook

Routing algorithms.

The current mode choice module could also be further improved. Instead of changing the mode of transportation of all legs in a plan, the module could differentiate more and change the modes based on sub tours. First experiments with sub tour based mode choice, although for the initial demand only, have been described in [25].

The transit router currently used offers lots of possibilities for improvements, not surprising as it was not the focus of this dissertation. The vast amount of literature concerning routing algorithms for transit give already many ideas. Without going into much detail, the following list highlights conceptual problems and challenges that apply to all implemented transit routers that should be integrated into MATSim:

- The router only uses the transit schedule currently. This is fine as long as it can be assumed that the transit vehicles indeed operate without significant delays. But as soon as buses or street cars get caught in congestion regularly during the rush hours, people may start to look at alternative ways of traveling in reality. An interesting alternative would be to use the actual transit travel times of the last iteration for the routing, as it is done currently by the car router. One would have to see if and what improvement such a change might bring.

- The router has no knowledge of capacity constraints. The current implementation will happily advise as many people as requested to use a specific transit line at a specific time of day, even if the transit vehicles used to serve that line may never offer enough capacity to transport all the people. In the same spirit is the router not able to respect quality demands of the passengers to be routed. If a handicapped passenger requires a seat at all cost, the router would not be able to ensure this.

- The router must get much faster. The number of routing requests to be handled in each iteration is usually quite high in large scenarios. The process of finding routes for cars could be speed up immensely by the use of optimized algorithms (e.g. [63]). It would be interesting to see if similar optimizations could be added to the modified version of Dijkstra’s algorithm used in the transit router, or if the transit router might take otherwise an advance of the sped-up car router.

Data availability is still a big challenge when initiating new scenarios. One promising approach is to take data from open sources like OpenStreetMap (OSM) [86], which has increased—and is still increasing—the amount of available data in huge steps in recent years. Experiments using data from OSM, converting it to a road network and using it for simulation have shown that this way is not only doable, but actually at least as useful and manageable than using private or commercial data sources. As OSM contains data about transit lines (at least subways, street cars and trains) in more and more regions, transit data could also be extracted from OSM. Data for the road network and the transit network originating from the same source could even make it possible to match transit lines more easily to roads automatically, as it is proposed in [23, 113].
Chapter 9. Conclusion

9.2 Summary

This dissertation presented concepts and implementation details for building an agent-based transportation simulation, modeling in detail private cars as well as transit vehicles. Based on the existing C/C++ version of MATSim, the simulation tool was re-implemented in Java with an open, extensible structure (see chapter 4). The re-implementation was based on some data-structures created for the demand modeling framework presented in [9], especially on the network and population model.

The renewed simulation framework was then applied to a concrete research project, where the effects of time-dependent road-pricing measures were researched (chapter 5). The application showed that the simulation tool worked as expected by generating observable changes in the traffic pattern during the morning rush hour although the toll was only to be paid during the evening rush hours. Still, the validity of the simulated effects had to be questioned due to the fact that the model was restricted to private car traffic. Especially, no change in travel demand was accounted for, even if that is one of the possible reactions of people to road pricing measures.

Consequently, it was researched how additional modes of transportation could be integrated into the simulation, giving the modeled agents the possibility to perform mode choice. Chapter 6 reports on the necessary modifications to the existing simulation framework to support other modes of transportation besides car. This goal was achieved by marking each plan with the mode of transportation to be used in its legs, resulting in the mode choice being done using the existing plan selection algorithm. The mode choice model was verified to work properly and then applied to a large-scale scenario.

Chapter 7 closes the conceptual part of this dissertation by giving a detailed look how the existing private car-only simulation was extended to model transit microscopically along the cars. It refines the aforementioned mode choice model implementing a “leg mode changer”, replacing the need to mark plans with a mode of transportation.

Illustrative examples, showing the features of the new, integrated simulation supporting private cars and transit at the same time, are presented in chapter 8. A large-scale scenario, where more than 1 million agents are simulated in the greater region of Zurich, Switzerland, shows the applicability of the integrated simulation to real-world scenarios.

The presented simulation is currently already being used to research transit-related scenarios in Berlin, Germany, and will likely be part of an up-coming release of MATSim. Additional transit-related analyses will likely be implemented in the near future, driven by the actual demand of on-going and future research projects.
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Appendices
Table A.1 shows an overview of the currently standardized file formats that MATSim most commonly uses. The table includes the new files used for simulating transit.

**Table A.1: Common standardized input data files for MATSim**

<table>
<thead>
<tr>
<th>Input File</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>network.xml</td>
<td>description of road and rail network</td>
</tr>
<tr>
<td>population.xml</td>
<td>describes the population and one or more day-plans per agent</td>
</tr>
<tr>
<td>facilities.xml</td>
<td>description of facilities where activities can be performed</td>
</tr>
<tr>
<td></td>
<td>e.g. homes, work places, shops, leisure facilities (e.g. cinemas, sports grounds), and so on</td>
</tr>
<tr>
<td>counts.xml</td>
<td>values from traffic count stations to validate road traffic</td>
</tr>
<tr>
<td>world.xml</td>
<td>definition of zones and regions, mostly for initial demand modeling</td>
</tr>
<tr>
<td>vehicles.xml</td>
<td>defines vehicle types and vehicles use by the agent for traveling around in the network. Currently only used for specifying transit vehicles.</td>
</tr>
<tr>
<td>transitSchedule.xml</td>
<td>list of the available transit lines, their routes and departures</td>
</tr>
</tbody>
</table>
Transit Schedule

This appendix contains detailed information about and examples how transit schedules are stored in MATSim.

B.1 transitSchedule_v1.dtd

The following document type definition (DTD) specifies the XML grammar used to store transit schedules in MATSim.

```xml
<?xml version="1.0" encoding="utf-8"?>
<!ELEMENT transitSchedule (transitStops?,transitLine*)>
<!ELEMENT transitStops (stopFacility)*>
<!ELEMENT stopFacility EMPTY>
<!ATTLIST stopFacility
  id CDATA #REQUIRED
  x CDATA #REQUIRED
  y CDATA #REQUIRED
  linkRefId CDATA #IMPLIED
  name CDATA #IMPLIED
  isBlocking (true|false) "false">
<!ELEMENT transitLine (transitRoute)*>
<!ATTLIST transitLine
  id CDATA #REQUIRED>
<!ELEMENT transitRoute (description?,transportMode,routeProfile,route?,departures)>
<!ATTLIST transitRoute
  id CDATA #REQUIRED>
<!-- transitRoute.id must be unique within a transitLine only. -->
<!ELEMENT description (#PCDATA)>
<!ELEMENT transportMode (#PCDATA)>
<!-- describes the mode of which vehicles are that serve that line/route -->
```
Appendix B. Transit Schedule

The listing below shows a very simple example, how a single bus line is specified. Fig. B.1 shows the network model the example refers to and also depicts the locations of the stop facilities.

```xml
<?xml version="1.0" encoding="utf-8"?>
<!DOCTYPE transitSchedule SYSTEM "http://matsim.org/files/dtd/transitSchedule_v1.dtd">
<transitSchedule>
  
  <routeProfile>
    <stop id="stop1"/>
    <stop id="stop2"/>
    <stop id="stop3"/>
    <stop id="stop4"/>
    <stop id="stop5"/>
    <stop id="stop6"/>
  </routeProfile>

  <route ref="route1">1</route>
  <link ref="link1">2</link>
  <link ref="link2">3</link>

  <departures>
    <departure id="1" departureTime="00:00"/>
    <departure id="2" departureTime="00:01"/>
    <departure id="3" departureTime="00:02"/>
  </departures>

</transitSchedule>
```

Figure B.1: Very simple example of a road network and location of bus stops.
B.2. Example

```xml
<transitStops>
  <stopFacility id="stop1" x="100.0" y="900.0" linkRefId="1" />
  <stopFacility id="stop2" x="1000.0" y="500.0" linkRefId="3" />
  <stopFacility id="stop3" x="2800.0" y="500.0" linkRefId="5" />
  <stopFacility id="stop4" x="3300.0" y="500.0" linkRefId="5" />
  <stopFacility id="stop5" x="4100.0" y="490.0" linkRefId="6" />
  <stopFacility id="stop6" x="4800.0" y="200.0" linkRefId="8" />
</transitStops>

<transitLine id="T1">
  <transitRoute id="1">
    <description></description>
    <transportMode>bus</transportMode>
    <routeProfile>
      <stop refId="stop1" departureOffset="00:00:00" />
      <stop refId="stop2" arrivalOffset="00:01:20" departureOffset="00:01:40" />
      <stop refId="stop3" departureOffset="00:03:00" />
      <stop refId="stop4" departureOffset="00:03:50" />
      <stop refId="stop5" departureOffset="00:04:50" />
      <stop refId="stop6" arrivalOffset="00:05:30" />
    </routeProfile>
    <route>
      <link refId="1" />
      <link refId="3" />
      <link refId="4" />
      <link refId="5" />
      <link refId="6" />
      <link refId="8" />
    </route>
    <departures>
      <departure id="T1.1" departureTime="07:00:00" />
      <departure id="T1.2" departureTime="07:10:00" />
      <departure id="T1.3" departureTime="07:20:00" />
    </departures>
  </transitRoute>
</transitLine>
</transitSchedule>
```
Maps
C.1 Switzerland

Figure C.1: Map of Switzerland
C.2 Area of Zurich

Figure C.2: Area of Zurich
Appendix C. Maps

C.3 South of City of Zurich

Figure C.3: South of Zurich, including stop locations of trains. Labels refer to the name of the stop locations.
The following two figures are provided by Zürcher Verkehrsverbund – ZVV [126] and are reprinted with written permission. Around 50 transport companies operating in the region of Zurich are united in ZVV, sharing the same fare system and trying to coordinate and optimize the services for the transit users. The first figure shows the train lines in the whole area covered by ZVV, while the second figure shows the tram and bus lines in the city of Zurich.
D.1 Complete Area of Operations

Figure D.1: Train lines in the area of Zurich
D.2 City of Zurich

Figure D.2: Transit lines in the city of Zurich